Lab 2-1: Clone a BSP
Create, Build, and Run a New OS Design

Learning Objectives

e Create an OS Design using Visual Studio

e Identify the catalog features included in the design

e Extend the standard design by adding catalog items

e Build configuration for the run-time image and build a run-time image

e Run the OS image on the target device
Prerequisites

e Knowledge of the vocabulary used in OS design, Visual Studio, and the Platform
Builder Plug-in for Visual Studio

Estimated time to complete this lab: 45 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e CE 6.0 with 2006 Roll up and Service Pack 1

e CE 2007 Updates upto month 9th month{QFEs}

e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

e EVM Reference platform

e TI EVM 3530-Training BSP
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Exercise 1 Clone BSP

In this exercise, you will use the Clone BSP tool in Visual Studio 2005 to create a copy
of the existing EVM Board Support Package (BSP). We can modify this copy instead of
modifying the original that was delivered as a part of the Windows Embedded CE 6.0
tools.

«+ Clone the EVM BSP

1. Launch Microsoft Visual Studio 2005.

Note If this is the first time Visual Studio is launched after installation the Choose
Default Environment Setting dialog will be displayed. For the purposed of this
course select Platform Builder Development Settings and select Start Visual
Studio.

2. Select the Tools | Platform Builder for CE6.0 | Clone BSP from the menu in
Visual Studio to bring up the Clone BSP dialog box.

Clone Board Support Package

05 build tree fINCEROOT]:

C:4wWINCEE00

Source BSP:
TI_EWh_3530-Training: AR L
Mew BSF information
M arne; EViMBSP
D e=zcription; BSP Clone for BV
Flatfarm directon: EViMBSP
Wendor: GenerCo
ersion: 1.0

[ ] Open new BSF catalog file in Catalog Editor

[ Clone l [ Cloze ]

3. In the Clone BSP dialog select TI_EVM_3530-Training: ARMV4I from the
Source Board Support Package: drop down box.

4. Type EVMBSP in the Name field in the New Board Support Package Info
area.
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5. Type a description [BSP Clone for EVM] for your new BSP in the
Description field.

6. Type EVMBSP in the Platform Directory field.
7. Type GeneriCo in the Vendor field.

Type 1.0 in the Version field.

9. Click the Clone Button. The Clone BSP tool will create a new Board Support
Package based on the EVM Board Support Package.

10. Acknowledge the Clone BSP success message by selecting OK.

The EVM Board Support Package has now been cloned into a new Board Support
Package called EVMBSP. This EVMBSP Board Support Package will be used in the
remaining labs.



Exercise 2 Create, build and run the OS design

In this exercise you will create an OS design, and then customize that design by adding
components from the catalog and build the result. You will run the OS Design on the

EVM reference platform.

This OS Design will be used in other labs and will be a suitable platform for running a

variety of Windows CE applications.
You will learn how to:

e Create an OS Design
e Set up the build configuration for your OS run-time image
¢ Build an OS run-time image

e Run the OS Design on the EVM reference platform.
s Create an OS design

1. Select File | New | Project... from the Visual Studio menu.

New Project

Project bypes: Templates; El El
=) Wisual C++ visual Studio installed templates
ATL
CLR @ Q5 Design
General
MFC My Templates
Smark Device )
Winae i Search Onling Templates. ..
Other Languages
Other Project Types
Platfarm Builder for CE 6.0
A project For creating a Windows Embedded CE 6.0 operating syskem |
Marne: | E'\-'MOSDesign| |
Location: | E:\'WINCEEDDWOSDasigns w | [ Browse. .. ]
Solution Mame: | EVMOSDesign | Create directory For solution
[ Ok ] [ Cancel ]

2. Select the Platform Builder for CE 6.0 project type in the New Project

dialog.
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3. Select OS Design under Visual Studio installed templates.

4. Type EVMOSDesign in the Name field. The solution name will default to
EVMOSDesign as well.

5. Click OK. Visual Studio will launch the Windows Embedded CE 6.0 OS
Design Wizard.

6. Click Next.

Windows Embedded CE 6.0 05 Design Wizard

L" ‘j Board Support Packages

Available BSPs:

[] Aruba Board: ARM4T £ BSP conkains a sek of device drivers that are added
[] CEPC: %86 ko ywour O3S design,

[] Device Emulator: ARMY4T
EVMBESP: ARMY4I

|:| H45ample OMAPZ420: ARMY4I
[] ICCP_eBoxas00_60E: X856 BSP CLone Far ENM
|:| Mainstonelll PRAZFE: ARMY4L
[] HP Compaq 5530 Thin Client:x8es
[] TL_EWM_3530: ARMY4T

|:| Voice owver IP PA270: ARMY4L

Select one or more BSPs For your O35 design,

Mote: Only BSPs supported by installed CPUs are
displayed in the list,

[ % Previous H [exk = l

7. In the list of available BSPs, select EVMBSP: ARMV4I and click Next.
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Windows Embedded CE 6.0 05 Design Wizard

f, Design Templates

fyvailable design templakes:

Consumer Media Device
Cuskorn Device
Industrial Device

PDA Device

Phone Device

amall Fookprint Device
Thin Client

A design template is a set of predefined
catalog items,

Choose the design template that is maost
closely aligned with the purpose of wour
Larget device.

Provides the starting point For a range of
personal digital assistants (PDAS) or mobile
devices with a clamshell-and-keyboard
design.

[ < Previous H

Blext = ][ Einish ][ Cancel

|

8. From the list of available design templates, select PDA Device and click

Next.
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Windows Embedded CE 6.0 05 Design Wizard

‘J Design Template Yariants

Variants:

Mobile Handheld Mabile Handheld
Enterprise Web Pad

[ < Previous H et = ] [ Einish ] [ Cancel ]

9. From the list of available design variants, select Mobile Handheld and click
Next. The Applications & Media configuration window will appear.
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Windows Embedded CE 6.0 05 Design Wizard

‘, Applications Media

|:| MET Compact Framewark 2.0

[T File Svstems and Data Store

[] windows Embedded CE Error Reporting
ActiveSync

Internet Browser
|:| Quarter W34 Resources - Porkrait Mode
[ ] windows Media sudio/MP3
[] windows Messenger
[ ] wordrad

Support For applications and services
designed for the MNET ¥2.0 Compack
Framewark,

[ < Previous H et = ] [ Einish ] [ Cancel

10. Deselect .NET Compact Framework 2.0 and Quarter VGA Resources —

Portrait Mode and click Next. The Networking & Communications

configuration window will appear.
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Windows Embedded CE 6.0 05 Design Wizard

‘J Metworking Communications

N TR/ TP 5 Support The Internet skandard protocol, version &,
[ wide Area Metwork {wWar)
Local Area Metwork (LAN)

[T] Personal area Metwork (PaR)

|:| Securikby

[ < Previous H et = ] [ Einish ] [ Cancel

11. Deselect TCP/IPv6 Support.

12. Deselect Personal Area Network (PAN). This will deselect Bluetooth and
IrDA.

13. Click Next, and then Finish to complete the Windows Embedded CE 6.0
Design Wizard.
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Windows Embedded CE 6.0 05 Design Wizard

" , 0S Design Project Wizard Complete

¥ou have completed the wizard, Press Finish to create wour O3 Design project,

[ Einish ][ Cancel ]

Note The wizard creates the initial configuration for your OS Design. We will have the
opportunity to make further changes to the OS Design after completing the
wizard.
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% Catalog Item Notification

NDIS User-mode I/0 Protocol
Driver

Security Warning

Security Warning

MDISUIC allows applications to =end and receive raw Ethernet packets directly
to an NDIS interface. Applications can uze this method to cause undesired
behawvior in an operating system that does not require privileged applications.
For more information, see NDISUIC Implementation.

[ Acknowledge H Cancel

14. Click Acknowledge on the Catalog Item Notification dialog.

On completion, Visual Studio will display your OS design project. The Solution
Explorer tab should be active and show your new EVMOSDesign project in your
EVMOSDesign Solution.
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@9 EVM_3530 - Microsoft Visual Studio

File Edt Wew Project Buld Debug Target Tooks Window  Communi ty Help

G- -G a oo o - DL TIEYM_3530_ + Platform Builder {_TGTCPU) v | [#) "PASS: Delete %d Files" - | B E e B T s

[ -l FELAR ke
- ¥ So
30

i solution Explorer @) Catalag Ttems Wiew [ Class View

|21 Cutput 53 Code Definition Window #2 Call rawser |5 Find Results 1| Error List

Ready

s Inspect the OS Catalog
1. Click on the Catalog Items View tab to display the Catalog.

2. Click on the Filter drop down box in the upper left hand corner of the Catalog
Items View. Observe the different filtering options. The filter controls the
items that are displayed in the catalog. Ensure that All Catalog Items in
Catalog is selected.

3. Observe the selection boxes and icons in the catalog by expanding the nodes.
Selection boxes with a green check mark indicate an item that was specifically
selected as a part of the OS design. Selection boxes with a green square
indicate an item that was brought in to the OS design as a dependency.
Selection boxes that are not marked indicate items that are not included in the
OS design but are available to be added.

4. Locate a catalog item with a green square in its checkbox.

5. Right click on the catalog item and choose Reasons for Inclusion of Item.
The Remove Dependent Catalog Item dialog box displays the catalog items
you selected that caused this catalog item to automatically be included in the

OS design.

6. Close the Remove Dependent Catalog Item dialog box.
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7. Expand the Core OS | CEBASE | Applications — End User | Active Sync node in
the catalog.

8. Right click on either of the ActiveSync system cpl items and select Display in
Solution View. The view will change to the Solution Explorer tab. The subproject
containing the ActiveSync component is displayed. This is a great way to navigate
the source code that is available as part of Windows Embedded CE 6.0.

« Add Additional Catalog Items to the OS Design

> Add support for Internet Explorer 6.0

1. Select the Catalog Items View tab to display the OS Design catalog.

Note If the filtering option was not set to All Catalog Items in Catalog, you would not
see catalog items that were not already included in the OS Design.
2. Enter the text Internet Explorer 6.0 Sample into the search text box to the
right of the filter button. Press Enter or click the green arrow. The path
Core OS | CEBASE | Internet Client Services | Browser Application |
Internet Explorer 6.0 for Windows Embedded CE — Standard
Components should be expanded.
Note Depending on where you are currently located in the catalog, you may have to

restart the search from the top.

3. Select the Internet Explorer 6.0 Sample Browser catalog item.
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2% EVM_3530 - Micrasoft Visual Studio [BEES

Ele Edt Yew FPoject Buld Debug Taget Iook Window Community Help
He S @ # oo 9 - o- S o EL ] b TIEVM_3530_ - Platform Bulder (_TGTCPU) | [ "PASS: Delete %d Files” e B e ol e R -
| /R

Device: CE Device - 58 fn

Catalog Items Yiew
[Z|Fiker ~ (4]  Internet Explorer &.0 Sample

[] cepc: xa6
[ Device Emulator: ARMY4T
[ H4sample OMAP2420; ARMY4T
[ MainstanelIl PXAZ7: ARMVAT
3 Cors 0S5
B[ CEBASE
[ Applications - End User
{3 Applications and Services Development
[ Communication Services and Networking
[ Core 05 Services
[ Device Management
[0 File Systems and Data Store
[ Forts
{3 Graphics and Mukimedia Technalogies
[ International
[ Internet Client Services
-1 Browser Application
- =[] Inkernet Explorer 6.0 for Windows Embedded CE - Standard Companents
Internet Explorer 6.0 Sample Browser
[ Tw-Style Mavigation Compenents
1 Internet Explorer 6,0 For Windows Embedded CE Components
Intermet Options Control Pane!
[ Scripting

] Selution Explarer | @) Catalog Ttems View [T Class View

(=] cutput |33 Cod= Definition Windov [ $3 Call Erawser |5 Find Results 15 Errar List

Ready

> Add support for managed code development to your OS design

4. Enter the text ipconfig into the Search box and press Enter. The Network
Utilities (IpConfig, Ping, Route) will be highlighted.

Note Again, depending on node selected when starting a search in the catalog, you may
have to restart the search from the top.

5. Add the Network Utilities to your design by selecting the component.

6. Enter the text wceload into the Search box and press Enter. The CAB File
Installer/Uninstaller component will be highlighted. This is due to the fact
that the SYSGEN name for the component is “wceload”.

7. Add the Cab File Installer/Uninstaller utility to your OS design.

8. Enter the text sysgen_dotnetv2_support into the Search box and press Enter.
The OS Dependencies for.NET Compact Framework 2.0 component will
be highlighted.

9. Add the OS Dependencies for NET Compact Framework 2.0 to your OS
design.

Note There are two separate components in this category. Be sure you select the one
that does NOT have the — Headless modifier in its description.
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¢ Build the OS run-time image

1. Select Build | Configuration Manager... from the Visual Studio menu to
bring up the Configuration Manager dialog box.

2. Select EVMBSP ARMV4I Release from the Active solution configuration
drop down box and then close the dialog box.

3. Select the Solution Explorer view by selecting the Solution Explorer tab.
4. In the Solution Explorer window, right click on the EVMOSDesign project
(not the Solution node) and choose Properties. This will launch the Property

Pages dialog for your OS design.

5. Expand the Configuration Properties tree and click on the Build Options
node.

6. Ensure the following build options are set:

¢ Enable eboot space in memory
e Enable kernel debugger
e Enable KITL
e Enable profiling
EVM_3530 Property Pages E|g|
Configuration: | Active(TI_EVM_3530_AR [ Configuration Manager ... ]
= Comman Properties Euild options:
Build Tree (WINCEROOT) [ ] Buffer tracked events in Rt [MGOSCARTURE=1)
=) Configuration Properties Enable eboat space in memary [IMGEEOOT=1)
General [] Enable event tracking during boot IMGCELOGEMABLE=1]
Locale [] Enable hardware-assisted debugging support (IMGHDSTUE=1)
Build Options Enable kemel debugger [no IMGNODEBUGGER=1)
Environment Enable KITL [no IMGHOKITL=1)
Cuskom Build Actions Enable profiing [IMGPROFILER=1]

SLItIDI’DjECt Image Settings D Enable Shlp build MlNEE5H|P=1]
[] Flush tracked events to release directary (IMGAUTOFLUSH=1)

[] Rurtime image can be larger than 32 MB [IMGRAME4=1]
[] Use xcopy instead of links to populate releaze directory (BUILDREL_USE_COPY=1)
[] *rite run-time image to flash memony (IMGFLASH=1]

Ik H Zancel H Apply

7. Select OK
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8. Select Build | Build EVMOSDesign from the Visual Studio menu.

#3 EVM_3530 - Microsoft Visual Studio

Fle Edt Yew Project Buld Debug Target Took Window Community  Help
- it S e @K G0 o B )] -|[ - [# "PasS: Delete %d Fles”

| e Bl S

MG el N R

Device: CE Device - %= Za Ca
Solution Explorer - EVM_3530

[ Solution 'E¥M_3530' (1 project)
= ) E¥M_3530
E:WINCESOD
Favorites
[ Parameter Files
SDKs
Subprojects

CR)solution Explorer | Catalog Items visw | B Class view

Cutput

Shaw output from:  Build - ﬁ .

SHELL_MODULES= explorar shcore ceshell vgal ~
CESHELL_COMFONENTS= ceshapi ceshui taskbarlist b |
SHCORE_COMFONENTS= shoore path

WCESHELLFE_NODULES= control ctlpal cpluain AdvBacklight comnpnl intll stguil stdvavefiles solitare pegeards

DIDECTX MODULES= ceplayer vmvdmod wmadmod wosdmod strmbase quarts msdsm msacmee nsrle32 icm msdmo di dd 1
QUARTZ_COMPONENTS=cuart

QUARTZO_COMPONENTS:
QUARTZ1_COMPONENTS:
QUARTZZ_COMPONENTS:
QUARTZ3_COMPONENTS= scmdout filerend wme_strmeore wat_splitter acmobj
MSDXM_COMPONENTS=toolbar statbar bizendbup
DATASYNC_MODULES= repllog rapisry sventrst
NETCFVZ_MODULES= dotnetve

usadpon acudvrap

sr avider mpgadec mpgvdec wp3filter mpgsplit acmurap dmourap image

icmobi miuplayl xmlplayl urlgrab wrlebj wme_filestrm

rra_stm cystemcpl udpZtop weeload unload

<

[T Code Defiritian Windaw |23 Call Browser | (=] Output [ Find Resules 1| 33 Ervor List

Build started...

] nzss ol 1 ch1 s
& Information & Internal

T Lab2-1 Didoc,., | O Labz-1 Evmd.. & )% ® 11:54am

Note This will take several minutes to complete depending on the capabilities of your

development system. The following steps for configuring connectivity may be
accomplished while building.

s Configure connectivity options

1. Select Target | Connectivity Options... from the Visual Studio menu. The
Target Device Connectivity Options dialog will appear showing the Kernel
Service Map configuration for the CE Device named connection.

2. Select Ethernet from the Download drop down box.

3. Select Ethernet from the Transport drop down box.

4. Select KdStub from the Debugger drop down box.
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£ Target Device Connectivity Options

Devica Configuration

Apply | Close I

Add Device Ui
i |I;F. Device o |
Diowricad
Sandca Configuration [Ethemet | sempg |
Hgrnel Service Mag [ BSQRO0200 )
Core Service Setiings
TpmwF
Service Sialus [Etherat ~|  Senings
[ BSOR003200 )
Debugger:
[kt o -
[ Proenpt On Erres |

» Change the device configuration

The device has a number of configurable options.

5. Connect serial cable to UART3. Connect Ethernet cable to Ethernet jack

17

Note The device must be on the same subnet as host PC running PlatformBuilder

6. Open Terminal program on host PC (115200, N, 8, 1)

Tera Term: Serial port setup [‘5_<|

Port:
Baud rate:
Data:
Parity:
Stop:

Elow control:

Transmit delay

0 msecichar

lcom -~ oK
'8 bit -
||'|l]|'|ﬂ 4
1 bit - el
|nﬂnE 7

Cancel

0 mseciline
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7. In the Target Device Connectivity Options dialog box in Visual Studio,
Click the Settings button next to the Download drop down menu.

Note Steps 8 through 13 must immediately follow step 7. Read all of these steps and be
prepared for the complete set of steps before performing step 7.

8. Power on the EVM Board. The power switch is located on the right side of the
board by the power cord.

9. Status messages will be displayed on serial port and a 4 color boot screen will
appear on the EVM Board. On first boot only the flash will be reformatted.
This can be a lengthy operation, be patient.

10. Monitor the boot loader progress using the serial terminal program.

11. Boot Menu appears on the EVM.

12. Wait for the EVM Board to get a DHCP address and broadcast BOOTME
packets. . This will allow the Platform Builder to see your EVM on the
network.

I Tera Term - COM1 VT
File Edit Zetup Control Window  Help

[7]1 Save Settings s
[A]1 Exit and Continue

Selection: A

INFO: Boot device uses MAC AB:5@:c2:7e:8%:cl

INFO: %% Device Mame EUM353B-35265 e

InitDHCPC>:: Calling ProcessDHCP{)>
rocessDHCPC) - :DHCP_INIT

ot Response from DHCP server, IP address: 192.168.1.113

rocessDHCPC) - :DHCP IP Address Resolved as 192.168.1.113, netmask: 255.255.255.8
ease time: 3680 seconds

ot Response from DHCP server, IP address: 192.168.1.113

o ARP response in 2 seconds. assuming ownership of 192.168.1.113
+EbootSendBootmeAndWaitForIftp

ent BOOTME to 255._.255L _255_255

ent BOOTME to 255.255.255.255

ent BOOTME to 255.255.255.255

ent BOOTME to 255._.255_255_25G

ent BOOTME to 255._.255L_255_ 255G

ent BOOTME to 255.255.255.255

ent BOOTME to 255.255.255.255

ent BOOTME to 255.255_255_250

13. When the appropriate device name shows up in the Active Target Devices list
in the Ethernet Download Settings dialog box, select it and click OK.
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=

% Ethernet Download Settings

Target device book name:

| EVM3530-35265 ﬂ

IP address: 192.168.1.113
Book lnader: 1.0

Active target devices:

TFTP block size in bytes:

=1 Restare |

O Cancel |

Note In the case of your EVM board, the device name is based on the MAC address.
Each platform actually has its own method of determining a device name, which it
includes in its BOOTME packet.

% Test your OS run time image on the Device
1. Select Target | Attach Device from the Visual Studio menu.

Once the download has begun, wait for the transfer. It can take up to two minutes,
during which the Platform Builder dialog will include a transfer rate and an estimated
time to completion.
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) Downloaded 27% of Runtime Image to CE Device E“E|E|

Downloading:  E:AWIKCEEDONIS D ezignzsS ampled 5D ezignhEN_353

CCLILIIIID )
E ztimated time left; 13 zec (4.5 MB of 16.6 MB copied]
Download through: Ethernet

Tranzfer rate; 834 KB/sec

Cloze this dialog box when download completes

[ Cloze ][ Cancel ]

2. If the Download Runtime Image dialog remains open after the download
completes, click Close this dialog box when download completes and then click
Close.

3. After the device boots to the touch calibration screen, follow the instructions to
calibrate the touch screen and continue.

Note During target device initialization and operation, diagnostic messages are
displayed on the Debug tab of the Visual Studio output window. Some of these
messages may sound serious, for example “OEMIoControl: Unsupported Code
...” but do not indicate an error condition. Usually a serious error will be followed
by additional failures or exceptions.

You will now be able to interact with the device and test the features of your new OS
Design. Congratulations, you have successfully built and run your first Windows
Embedded CE 6.0 OS Design!

If you are continuing with the next Hands-On Lab, keep your image running.



Lab 2-2: Develop and Test an
Application Subproject

Objectives

e Create a simple Hello World application subproject
e Deploy the application to the device

e Debug the application running on the device
Prerequisites
e Completed Lab 2-1

Estimated time to complete this lab: 20 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e CEG6.0

e CE 6.0 2006 Roll up

e CE 6.0 Service Pack 1

e CE 2007 Updates upto month 9th month{QFEs}

e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

¢ A running image from Lab 2-1
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Exercise 1 Create and configure an application subproject

In this exercise you will create and configure an application subproject.
» Create the subproject
1. Click on the Solution Explorer tab to display the Solution Explorer.

2. Locate the Subprojects node below the EVM_3530 project in the Solution
Explorer window.

3. Right click on the Subprojects node and select Add New Subproject... The
Windows Embedded CE Subproject Wizard will appear.

4. Select the WCE Application template.

5. Type MyHelloWorldApp in the Subproject name text box.

Available templates; Subproject name:

WCE application |M‘:.-'HE||D"."'."DI’|E||':'|FIFI| |
WiZE Console Application

WZE Cryniamic-Link Librarsy Location:

WiCE Static Library

WCE TUY Dynamic-Link Library |E:'l,WINCEﬁIZIEI'I,OSDEsigns'I,E'u'MOSDesign'l,E'u'MDSDes |

Mext = ][ Einish ][ Cancel




6.

7.

Lab 2-2 Develop and Test an Application Subproject 3

Click Next.

Select A typical “Hello World” application and click Finish. The wizard will
create the files necessary for the typical Hello World application subproject.

» Configure the subproject image settings

We will configure the subproject settings so that we can easily debug it without needing
to rebuild our OS Design. This is a good debugging technique that can save development
time. We will use this same technique in most future labs.

1. Right click on the EVM_3530 OSDesign project in the Solution Explorer and
select Properties.
2. From the Configuration drop down select All Configurations.

Note Remembering to select All Configurations can save a lot of time when switching
between configurations. The following labs will reference this procedure and each
time you should make sure to select All Configurations from the Configuration
drop down.

3. Expand the Configuration Properties node and select Subproject Image
Settings.

4. Double click the MyHelloWorldApp entry in the Project settings in run-time
image box. The Edit Run-Time Image Settings dialog box will appear.

5. Select the Exclude from image and Always build and link as debug check
boxes, and click OK.

6. Click OK on the EVM_3530 OSDesign Property Pages dialog.
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7. EVM_3530 - Microsoft Visual Studio

File Edit View Project Buld Debug Target Data  Tools  ‘Window  Community  Help

Gl - A @ p a9 - - BB B TIEVM_3530_ - Platform Builder {_TGTCPU) - | [ "PASS: Delete %d Files” - | B A =Y 3R B - .
I N = I
‘ Lo Al Shp
Device: CE Device - % Zm i.
Solution Explorer - Solution 'EVM_3530' {1 project) B £yi_3530 Properiy Pages
[ Solution 'E¥M_3530' {1 project) Configuration: | Active(TI_EVM_3530_AR % | Fltforn A Configuration Manager..

<

= ) E¥M_3530

E:WINCESDD ‘Common Properties Proiect settings in run-time image:
Favorites - Configuration Propertics Project Build Image | Alweys Debug
[ Parameter Fles GE”T“‘ ol oddlioc RS s S
= L . . .
SDks ;c‘:; . Edit Run-Time Image Settings
= (=1 Subprojects i Options
S (3] MyHelloWorldApp (E:WINCEG00/OSDesigns/Sample0sDesign Environment Selected workspace project
- [ Include files Custom Buld Actions | pyHallciw/oriddpp
[ Parameter fies Subproject Image Sett

[ Exciude from buid
Exclude from image
[Z] Ay buid and fink s debug

[ Resource files
- [ Source files

- [5] postlink.bat

- [ prefink bat

" [ Readme.tt

" ]

c)5olutian Explorer [@) Catakog Mems View B Class View

[E Code Definition Winduw]:EI Call Browser | (=] output| 5 Find Resuls QE Error List

Ready

Select Build | Targeted Build Settings from the Visual Studio menu.

Ensure that Make Run-Time Image After Building does NOT have a check
mark beside it. If it does, deselect it clicking on the menu item.

Note

This step will prevent the OS run-time image from being rebuilt after we build
individual subprojects. This setting will persist for all targeted builds through out
the life of this OS Design.

» Set a breakpoint in the application

Locate and expand the MyHelloWorldApp subproject in the Subprojects node
of the Solution Explorer.

Expand the Source files node of the MyHelloWorldApp subproject.

Double click the MyHelloWorldApp.cpp file. The file will load in the Visual
Studio editor.

Locate the WndProc() function near the bottom of the file.

Click on the DrawText(...) function call and press F9 to set a breakpoint there.
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MyHelloWorldApp.cpp | Start Page Catalog Item Dependencies - X
{Global Scope) v w
i —
E
FALAINTSTRUCT ps:
HDC hdde:
TCHAR =zHello[MAX LOADSTRING]
Load3tring (hInst, ID3_HELLC, szHello, MAXE LOADITRING) :
switch (message)
{
case WH _PATNT:
hde = BeginPaint (hiind, £ps):
/¢ TODO: Add any drawing code here...
RECT rt:
GetClientRect (hWnd, &rt):
") DrawText (hde, =sszHello, _teosleniszHello), &rt, DT_CENTER)
EndPaint (hilnd, Lps):
hreak;
case WM _DEITROY:
PostQuitMessage (0)
hreak:;
default:
return DefWindowProc (hliind, message, wParaw, lParam):
*
recurn 0;
H
w

> Build and run your subproject

1. Right click the MyHelloWorldApp subproject in the Solution Explorer and select
Build. The application will build and should complete with 0 errors and 0
warnings in the build output window.

Note Your Device instance should still be running from the previous lab. If it is not,
you can restart it now by choosing Target | Attach Device from the Visual Studio
menu.

2. Select Target | Run Programs... from the Visual Studio menu.

3. Select MyHelloWorldApp.exe from the Available Programs box, and click on
Run.
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Run Program

Ayvailable Programs:

explorer.exe
iltiming. exe
loaddbg. exe

kMyHelo\ orldpp. exe
nk.exe

oal.exe

ozhench.exe

ozcapiure. exe
Tapisry. exe
repllag. exe
Ihaapp.exe

£

kyHeloh orldépp. exe

Ewecution cammand line:

Cancel

I i
=
=

The kernel debugger will halt execution at the breakpoint we just set. Notice the
yellow arrow inside the red circle at the line where we set our breakpoint in the
source code file. This indicates the next statement to be executed.

4. Look at the EVM Board. Notice that the MyHelloWorldApp application is
running, but the Hello World! string has not yet been drawn on the display.

5. Press F10 or select Debug | Step Over from the Visual Studio menu.

6. Look at the EVM Board again. Notice that the Hello World! string has now been
printed on the display.

7. Press F5 or select Debug | Start to allow the EVM to continue running.

Note The sample application does not include a mechanism to allow it exit. We must

close the application using the capabilities of the development environment.

8. Select Debug | Windows | Processes to bring up the Process window. This

window shows all processes running on the Device.
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% oo @ F o

FProcess Nane
enulatorstub. exe
explorer . exe
nyhel loworldapp . exe
nk . exs
servicesd . exe
shell exe
udevice.exe
udevice. exs
udevice.exe
udevice.exe

Process. . .

O=00010000
0x00010000
0=x00010000
0xg80070000
O=00010000
Ox00010000
Ox00010000
Ox00010000
O=00010000
O0=x00010000

AccessHey

O=00000000
0x00000000

Ox00000000
O=00000000
Ox00000000
Ox00000000
Ox00000000
0=00000000
0x=00000000

Process. . .
0=z04E80002
0=x04E10002
0=z04E40006
Ozx00400002
0=0%0EQ0002
0x01110002
0=x01CEODOZ
0=01B30006
0=x016A0004
0x04170002

CurZone. . .

O=00000000
0=00000000

0=0000000B
0=0000000E
O=00000000
0=0000000B
0=0000000B
0=0000000E
O0=x0000000E

7

9. Right click on the myhelloworldapp.exe process and select Terminate to kill the

process.

10. Select Yes to verify. The Process window will refresh after a short delay and the

application will be gone.

11. Close the Process window by clicking on the X in the upper right hand corner.

Congratulations! You have successfully created, built and tested a simple Windows
Embedded CE 6.0 application on your OS Design. We will follow a similar

methodology in future labs.

If you are continuing with the next Hands-On Lab, keep your image running.



Lab 2-3: Using the Remote Tools

Objectives:

e Use the Remote System Information tool to see information about your device
e Use the Remote File Viewer to explore and change files on your device

e Use the Remote Performance Monitor to examine system resource loading
Prerequisites
e Completed Lab 2-1

Estimated time to complete this lab: 30 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e CEG6.0

e CE 6.02006 Roll up

e CE 6.0 Service Pack 1

e CE 2007 Updates upto month 9th month{QFEs}

e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

¢ A running image from Lab 2-1
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Exercise 1 Using the Remote File Viewer

In this exercise you will use the Remote File Viewer to transfer files between your
development workstation and EVM CE 6.0 target device.

Note Your Device should still be running from the previous lab. If not, restart it by
selecting Target | Attach Device from the Visual Studio menu.

» Starting the Remote File Viewer

1. Select Target | Remote Tools | File Viewer from the Visual Studio menu. The
Select a Windows CE Device dialog will appear.

2. Expand the Windows CE Default Platform node and select Default Device.
Click OK. Visual Studio will begin transferring the required files for the Remote
File Viewer to the EVM.

Select a Windows CE Device

- @ Windows CE Default Platfarm

k. LCancel

Note You will get a dialog box asking for the location of an executable. This is
because the kernel debugger running on the device is attempting to monitor all
processes that run on the device, including the remote tools. This can not be done
because the debugging information is not available for these tools, and we can
safely ignore the request. We will configure Visual Studio to suppress these
dialogs in the future. Note that this issue only occurs because we have left the
kernel debugger running inside our OS run-time.
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3. Select Don’t display this dialog again in the Find Executable dialog box, and
select Cancel. The Remote File Viewer tool should connect.

Note The Remote File Viewer may not connect if there has been too long of a delay
while you were canceling the Find Executable dialog. If this occurs, you will
need to restart the EVM by selecting Target | Detach Device followed by Target
| Attach Device.

> Explore the device file system

4. Expand the Default Device node in the left hand pane and select the Windows
directory. The right hand pane shows a list of the files in the Windows directory
on the target device.

5. Select View | Details from the Remote File Viewer menu to see the details of
each file in the folder.

BN Windows CE Remote File Viewer

File “ew Connection Help

| 5| B[ 85| | [EEE |

=-1=] Evm_3530 (A Desktop [ cachefit.di
(1 Metwork _Favorites cecnnfig.h
[ Releass EaForts [ ceddk.di
[ Recycled Help [ cefabi.di
{22 Application Data [E3 Programs [ cefuctixe
{23 My Documents [E3 Recent cemgre.exe

=22 Program Files

1 Startyy freplayer.exe
427 Office p L

about.htm ceplayer.nk

= Documents and Settings
& s aboutbg. gif ceshell.dl
{23 default )
23 Temp acrndwrap. dil cetlkit. dil
2 —— [ ard.dl [ cetlstub. dil
Windows
{1 Forts appdata.ini cgacutil. exe
(23 Favarites astetisk.way close.Zbp
{27 StartUp 2 asyncmac, dl ! close wav
{2 Help audevman.dll cmd.exe
{23 recent aukoras.dl crnd. Ik
{23 Programs aygshelldi camctrl.dl
(O Desktop backlight. di commdig.di
battdrwr.dil CONMNMC. BXE
boat. b cannpnl.cpl
BspInfo.cpl conshid.dil
bus.dll cansale.dll
busenum,dil cantrol.exe
< ¥
Ready R

> Copy a file from the target device to the development workstation

6. Select WindowsCE.jpg in the right hand pane. We will copy this file from the
device to the PC.

7. Select File | Import File from the Remote File Viewer menu.

8. Save the file to a convenient folder on your development workstation desktop.
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> Copy a file to the target device

9. Select the Desktop folder in the right hand pane of the Remote File Viewer.
Expand the Windows folder, if necessary, to find the Desktop folder. Select File |
Export File from the Remote File Viewer menu.

10. In the Export File dialog select the WindowsCE.jpg file from the development
workstation and click Open. The file will be transferred from the development

workstation to the device.

11. Close the Remote File Viewer application.
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Exercise 2 Remote System Information

In this exercise you will use the Windows CE Remote System Information tool to
examine system settings and properties of the EVM running your OS Design.

> Launch the Remote System Information tool

1. Select Target | Remote Tools | System Information from the Visual Studio
menu.

2. Select OK to accept the Default Device configuration. There will be a delay
while the System Information tool is transferred to the device and gathers

information.

> Explore System Information data

3. Expand the System Information node and select System Summary. Details of
the OS version, current time and time zone settings, and locale are presented on
the right-hand pane.

2% Windows CE Remote System Information - WindowsCE

File Edit WYew Connection Help
e EEEE]
System Tkem Walug
05 Name Microsoft Windows CE
05 Wersion 6,0 Buld 2217
[ Memary 5 Manufacturer Microsoft Corporation
(1 Power Status Processor Unknown: Code 3080 (0x00000C08), Rev 2 (0x0002)
[0 store System Time (UTC) 1/1f2006 Sunday, 22:01:47.000
4[] Devices Time Zone Pacific Standard Time {GMT -8:00)
= [0 User Interface Default Locale Identifier 0x00000409
[ System Calars Diefault Language Identifier 0x040%9
(20 Metrics OEM Code Page +37
For help, see Platform Builder Help. Wy

4. Select Components | Memory in the left hand pane. The total and available
memory, the fraction of program memory in use (Memory load), the amount of
memory allocated to the object store, and other system memory statistics are
reported.

5. Expand Components | Devices in the left hand pane. Observe the list of devices
detected. You can click on individual devices to see information available about
each device.
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6. Browse the other information available from the tool.

7. Close the Windows CE Remote System Information tool.
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Exercise 3 Remote Performance Monitor

In this exercise, you will use the Windows CE Remote Performance Monitor to log
consumption of system resources and other performance related metrics on a EVM CE
6.0 target device.

> Launch the Remote Performance Monitor

1. Select Target | Remote Tools | Performance Monitor from the Visual Studio
menu.

2. Click OK to use the Default Device connection. The Windows CE Remote
Performance Monitor tool will load and show the Chart view.

> Add Performance counters to the Chart view

3. Select Edit | Add to chart from the Remote Performance Monitor tool to bring
up the Add to Chart dialog.

4. Select CE Process Statistics from the Object drop down box.
5. Select % Processor Time from the Counter drop down box.

6. Select _Total from the Instance drop down box.

7. Click on Add.

[ Mg , - [=]x]
Z|Ties| [BRGE +Ex] =[] @

100
96
92
83
B4
80
76
72
68
B4 Add to Chart
0 Obiect  [CE Process Satvtos Legamy] =] Insence
BE
52 Counter
48
44
40
36
32
28
24
20
16
12

e
Process D
4

hread Count i

Color | v | Scale [Defaut  w| width|

| st

Last 0,000 Average 0,000 Min 0.000 Max 0.000/ Graph Time 100.000
Color Scale Counter Instance Parent Object

Data: Current Activiy

e
i4 start [ Y Microsoft Outla. ., % 7 windows E...  ~| O Lab2-3_Ev.d... 92 e (Rurming) - . | B TeraTerm-C... [ [ readme.txt-H...




8 Lab 2-3 Using the Remote Tools

8. Select CE Memory Statistics from the Object drop down box.
9. Select Memory Load from the Counter drop down box.

10. Click Add and then click Done.

11. On the Windows CE desktop, drag an icon rapidly and note the increase in %
Processor Time.

[ [=][x]

lmes @EoE +=x @l =

100
£
52
8
84
80
76
72
5
B4
80
56
52

= W S s

23,000 Min 23.000 | Max 23.000° Graph Time: 100.000

+ | Of Lab2-3_Fym.d.. % KK (Running) - ..

» Create an Alert view and add performance counters
12. Select View | Alert from the Remote Performance Monitor menu.
13. Select Edit | Add to Alert....
14. Select CE Process Statistics from the Object drop down box.
15. Select % Processor Time from the Counter list.
16. Select _Total from the Instance list.
17. Select the Over radio button in the Alert if group and enter the number 10.

18. Click on Add and then Done.
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19. Open My Device on the device desktop to generate processor activity. The
configured alert should fire.

20. Close the Remote Performance Monitor tool.

If you are continuing with the next Hands-On Lab, keep your image running.



Lab 3-1: Using the Remote Process
Viewer

Objectives

e Use the Remote Process Viewer to explore the processes and threads running on a
Windows Embedded CE 6.0 device

Prerequisites
e Completed Lab 2-1

Estimated time to complete this lab: 15 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e CEG6.0

e CE 6.02006 Roll up

e CE 6.0 Service Pack 1

e CE 2007 Updates upto month 9th month {QFEs}

e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

¢ A running image from Lab 2-1
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Exercise 1

In this exercise, you will use the Windows CE Remote Process Viewer to examine the
processes and threads running on a Windows CE target device.

Note Your Device should still be running from the previous lab. If not, restart it by
selecting Target | Attach Device from the Visual Studio menu.

» Launch the Remote Process Viewer
1. Select Target | Remote Tools | Process Viewer from the Visual Studio menu.

2. Click OK to use the Default Device connection. The Windows CE Remote
Process Viewer tool will load.

Select a Windows CE Device

- @ Windows CE Default Platfarm

k. LCancel

» Explore running processes and threads

3. Examine the list of active processes in the upper pane.
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=« Windows CE Remote Process Viewer

File  Miew Conmection  Help

S| BH(E| A
Process Base Priority | # Threads Base Addr Access Key wWindow
shell .exe 01110002 3 1 00010000 00000000
udevice.exs 01CEOOD2 3 s 00010000 00000000
udevice.exe 01E30006 3 1 00010000 00000000
udevice .exe 01760002 3 1 00010000 00000000
udevice .exes 04160002 3 1 00010000 00000000
explorer.exe 04EZ20002 3 4 00010000 00000000 Task Manager
EmulatorStu... 04E9000Z2 3 1 oooi10000 [alululululululn)
servicesd .exe O0SOFO000Z2 3 =} oooi10000 [alululululululn) EluetoothsSWC
CEMGRC . EXE 03450056 3 3 00010000 00000000
CEPWCLI . EXE 04960002 3 E 00010000 00000000
Thread ID Current PID Thread Priority Access Key s
05E40002 00400002 251 00000000
0SCFO002 00400002 2439 00000000
04DCO0O0Z 00400002 249 oooooooo
04D70002 00400002 249 oooooooo
04D30002 00400002 109 00000000
04BF0002 00400002 251 00000000
04580002 00400002 240 00000000
04560002 00400002 249 00000000
04530002 00400002 251 00000000
04510002 00400002 2439 00000000 =
(:”FFFAF FFFFFFFF e | > o
Module Module ID Proc Count Global C... |Base Addr Bose Size hModule Full Path ~
cetlkitl.dll 95670EF4 2 2 411B0000 24576 9567 0EF 4 “Release...
cetlstub.dll 9569BE10 1 1 411C0000 20480 9569BE LD ~Windows . ..
toolhelp.dll 97F04478 2 2 40180000 24576 97F044786 ~Windeows . . .
timesve.dll 95670588 1 1 40CE0DDOD 36664 95670588 “Windeows . . .
obexsrvr.dll S9564651C 1 1 40CE0ODO 126976 95646810 ~iindows .
wspm.dll 956437A4 1 1 40370000 32768 S956437Ad ~wWindows ... =
S Ta 4 a anntonnn Tiheann AT e ATEp—
Ready Connecked Defaulk Device MU

4. Click on NK.EXE in the Process pane. Thread details are presented in the center
pane.

='s Windows CE Remote Process Viewer

File “ew Connection Help
2a 55| x|

Process Base Pricrity | # Threads Base Addr Access Key L
| [ E 0

shell .exe 01470002 1 ooolooon aoooooon =
udevice.exe 01E40002 2 ooolooon aoooooon

udevice . exe 013C000A 2 oooloo0o0 ooooooon

udevice . exe 02250002 1 ooolooon ooooooon

udevice . exe 0z530002 1 ooolooon aoooooon

udevice . exe 05660002 1 ooolooon aoooooon ~
< | >
Thread ID Current PID Thread Priority Access Ray i
06700002 oo400002 249 gooooooo B
OeeA0002 oo400002 249 gooooooo

Oe630002 oo4o00002 251 gooooooo

0e5c0002 oo400002 249 gooooooo

0e3a0002 oo4o00002 95 gooooooo

Oez00002 oo4o00002 251 gooooooo

0gl30002 oo4o00002 249 gooooooo e
< |

Module Module ID Proc Count Global C... |Base Addr Base Size hModule Full Path #
toolhelp.dll GBSBE764 5 5 400E0000 24576 JBGEE7 64 “Windows. ..
cetlkitl.dll B897F2918 5 5 400F0000 24576 §97F249148 “Release...
cetlstub.d11l B9997BFS 2 2 40100000 20480 89997BF 8 SWindews. ..o
< ) D TR - — - | 27
Ready Connected Default Device R

5. The DLLs loaded by a process are listed in the lower ‘Module’ pane. Note the
base address of coredll.dll.
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Module |M0dule ID |Proc Count Global Count | Base Addr Base Size
toolhelp.dll 97F04478 2 2 40180000 24576
timesve.dll 95670568 1 1 40CE0000 36664
chexsrvr.dll 9564651C 1 1 40CEO000 126976
wspm.dl]l 95643744 1 1 40370000 32768
S7FFEACC 1 ! 40010000 1126400
ceshell.dll 955F1AD4 1 1 40010000 491520
ssllsp.dll 95634544 1 1 40380000 94208
msim.dll 956218CH 1 1 402E0000 102400
fpert.dll 97F109C0 2 2 40130000 98304
btdrt.dll 95621600 1 1 404D0000 110592
Ptﬁvn.d]] A5AAT140H 1 1 404FN0NN TFR74
Ready Connected C

6. Click on shell.exe in the Process pane. This process has one thread and loads two
modules. Note that coredll.dll is loaded at the same base address in shell.exe as it
was in NK.EXE.

*’s Windows CE Remote Process Viewer

File Wew Connection Help

u| [ <5| x|
Frocess ‘PID Hase Pricrity | # Threads Base Addr Access HKey Window
NE . EXE oo400002 3 g8 gg100000 gooooooon Cursorwindowr

01470002

ndevice.exe | D1E40002

&) 2 ooolooon aoooooon
udevice . exe 013C000A &) 2 ooolooon aoooooon
udevice.exe 02250002 =) 1 ooolooon aoooooon
udevice.exe 02530002 5 1 ooolooon aoooooon
udevice.exe 05660002 5 1 aoolooon aoooooon
<
Thread ID Current PID Thread Priority Access Key
014s0002 014¥0002 130 gooooooo
Module Module ID Proc Count Global C... |[Base Addr Base Size hModule Full Path
toolhelp.dll EBBSBE764 1 £ 400E0000 24576 SBEBB764 “Windows. ..
coredll.dll  BBADEGE4 1 23 40030000 536576 SBADERE4 “Windows. ..
Ready Connected Defaulk Device MUM

7. Click on explorer.exe in the Process pane. This process has many threads and
many loaded modules. Scroll to the bottom of the module list. Note that
coredll.dll is loaded at the same base address as in the other processes.

8. Close the Remote Process Viewer.

If you are continuing with the next Hands-On Lab, keep your image running.



Lab 3-2: Exploring the Heap

Objectives

e Become familiar with the Windows Embedded CE 6.0 heap
Prerequisites

e Completed Lab 2-1

Estimated time to complete this lab: 30 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e CEG6.0

e CE 6.02006 Roll up

e CE 6.0 Service Pack 1

e CE 2007 Updates upto month 9th month{QFEs}

e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

¢ A running image from Lab 2-1
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Exercise 1 Create and build the HeapTest1 subproject

The purpose of this exercise is to create, configure and build the subproject that we will
use to examine the Windows Embedded CE 6.0 heap.

» Create HeapTestl Subproject
1. Select Project | Add New Subproject... from the Visual Studio menu.

2. Enter the WCE Application subproject name: HeapTestl as shown below.

Windows Embedded CE Subproject Wizard

"' j Select name, location and template

Available templates; Subproject name:

WCE &p ||i|:.E|ti|:|r| |HEEI|:ITEEIt1 |
WiZE Console Application

WZE Cryniamic-Link Librarsy Location:

WiCE Static Library

WCE TUY Dynamic-Link Library |E:'l,WINCEﬁIZIEI'I,OSDEsigns'I,E'u'MOSDesign'l,E'u'MDSDes |

Mext = ][ Einish ][ Cancel

Note By default, new subprojects are located in the current OS Design folder.

3. Click Next to continue the New Subproject Wizard.

4. Select A simple Windows Embedded CE application.
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Click Finish to finish the wizard. The HeapTestl subproject can be accessed in
the Subprojects folder in Solution Explorer.

» Configure Subproject For Debug

6. From the Solution Explorer, right-click on the EVMOSDesign project and select
Properties.

7. Expand the Configuration Properties tree select Subproject Image Settings.

8. Select All Configurations from the Configuration drop down.

9. Double click the HeapTest1 subproject to bring up the Edit Run—Time Image
Settings dialog.

10. Check the boxes Exclude from image and Always build and link as debug and
click OK.

Note Exclude from image will prevent the subproject from being included in the OS
run-time image if it is built in the future. This is one way to allow the application
to be run directly from the operating system build output folder (typically referred
to as the flat release directory.)

Always build and link as debug will make the kernel debugger experience better
by disabling compiler optimizations in a release build for this application.
11. Click OK to close the EVMOSDesign Property Pages dialog.

> Build the application subproject

12. Right click on the HeapTest1 subproject in the Solution Explorer and select
Build. The application should build with zero errors and warnings.
Note This is referred to as a Targeted build. We built a specific subproject in the

Solution Explorer. Builds that are initiated from the Visual Studio Build menu

will cause the entire solution or project to be built (sometimes referred to as a
Global build).

Global builds and Targeted builds can be separately configured with regard to
whether they also cause the OS run-time image to be rebuilt. These settings are
located in Build | Global Build Settings and Build | Targeted Build Settings
from the Visual Studio menu. We previously configured the Targeted Build
Settings not to rebuild the OS run-time image.
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> Set a breakpoint in the application
13. Expand the HeapTestl subproject in the Solution Explorer.

14. Open the Source files branch and double-click on the HeapTest1.cpp file to open
it in the Visual Studio editor.

15. Set a breakpoint in this source file by clicking on the return statement and
pressing F9. We will know that we have built and run the application
successfully when we hit this breakpoint.

HeapTestl.cpp Catalog Item Dependencies Start Page
{GElobal Scope) w

E|lff HeapTestl.cpp : Defines the entry point for the application.
i

g#include "stdafx.h”

int WINAFPI WinMain (HINSTANCE hlInstance,
HINZTANCE hPrevInstance,
LPTETR IpCrmdLine,
= int nCmdShowr)

44 TODO: Place code here.

4 return 0O;
il

¥

> Run the application on the target device

16. Select Target | Run Programs from the Visual Studio menu to bring up Run
Program dialog.

17. Select HeapTestl.exe, and click Run.

Avvailable Programms:

EHE|D[EL =]
Cancel

iltirning. exe

loaddbg. exe

b pHellohw orlddpp. exe

nk.exe

oal exe

ozhench. exe

ozcaplure.exe

rapisry.exe o

4 >

E=ecution command line:

HeapT ezt1. exe o
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18. Observe that the kernel debugger halts execution at the previously set breakpoint

We have successfully created, built and run our application.

@9 Training05Design (Debugging) - Microsoft Visual Studio

File Edit Wiew Project Build Debug Target Data Tools  Window

Cal
EeE = = R CE JREN -5
T | 1| o 5= [;E Pz | Hex L
Device: CE Device - e 2w 5 -
HeapTesti.cpp| B
| (Global Scope) - | E
B¢/ HeapTestl.cpp : Defines the entry point for the =
£

#include "stdafx.h"™

int WINAPI WinMain (HINSTAMNCE hInstance,
HINSTANCE hPrevInstance,
LPTSTR 1pCrmdLine,
int nCrdShow)

/¢ TODO: Place code here.

n‘_) | return 0O;
i

e

19. Leave the application at the breakpoint.

5
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Exercise 2 Explore Process Model of Simple Application

This exercise will use some of the debug capabilities of Platform Builder to explore some
features of the HeapTest1 application.

> Examine HeapTestl process details
1. Select Debug | Windows | Threads from the Visual Studio menu to bring up the
Threads window. This window will allow you to see information for all the

threads in a particular process,

2. Select heaptestl.exe from the Process drop down box. Note that heaptestl.exe
has a single thread running at the default thread priority.

3. Expand the thread node to show the call stack.

Process iH‘eaptesh.exE B % ot B & A ab
hThread pThread RunState InfoStatus WaitState hVHProc hOwnerFroc  CurPrio BaseFrio Eer &

i 9L

Tt ¥

0x949 g Blocked
inMain (HINSTANCE_ HINSTANCE _ * 0=00000000, uns
+ HEAPTEST1 | WinMainCRTStartuplHelper() line 71 + 20 bytes
HEAPTESTL ! WinMainCRTStartupi) line 108
COREDLL | HainThreadBaseFunc(HINSTANCE_ * 0=00000000. HINSTAWCE  * 0x00000000) lins 1068 + 92 bytes
£101fffc() i

251
int 0=00000005)

Zfedo, line 13

Note You can double click on any of the entries in the call stack to attempt to see the
source code at that point. If you have installed the Shared Source you would be
able to view the source code for these functions. Otherwise you will see the
disassembly view.

4. Close the Threads and Call Stack windows.

5. Select Debug | Windows | Modules from the Visual Studio menu. The Modules
window will appear. This view shows all modules running on the target device.

Process:  ALL v G ool A B o

Hodule Inage Address Range Module Handle Usage Mask ERelocated Data Addre. . Status Tim
gwes.dll 0=C02A40000 - OxCO463FFF 0=954630F8 0x00000001 0=C0443000 - 0=CO449E90 Loaded 0=0(

O0xCO057FFF  0=97FDE378 0x00000001 0=CO0S5000 — 0=COO055994  Loaded

0x00013FFF 0 Loaded 0x0
— O0x40838FFF 0=40835000 - 0=4083511% Loaded 0=0(
imaging.dll 0=40710000 - Ox407BEFFF 0=9564439C 0x00000002 0=407B6000 - 0=407B6414 Loaded 0=0(
iphlpapi . dll 0=40330000 - O=x4034CFFF 0=954631F8 0x00000003 0=4034A4000 - 0=40343AF0 Loaded 0=0(
ipvehlp.dll 0=COAF0000 - OxCOEOSFFF  0=9543AE94 0x00000001 0=COBOS0O0 - 0=COBOGE9C Loaded 0=0(
ircomm.dll 0=COEF0000 - OxCOGFBFFF  0=9542F300 000000001 O0=COGF9000 - 0=COEF9624 Loaded 0=0(
irdastl.dll 0=COBF0000 - OxCOCZBFFF  0=953CA480 000000001 O0=COC26000 - 0=COC28364 Loaded 0=0(
irsir.dll 0=D2820000 - OxD2831FFF 0=95369C30 0x00000001 0xD282F000 - 0=D282F694 Loaded 0=0(
k.ceddk.dll 0=C0600000 - OxCOGODFFF  0=96D0A904 000000001 O0=COGOBOO0 - 0=COE0B140 Loaded 0=0(
k.coredll . dll 0=C00C0000 - OxCO1CDFFF  0=97FFE09C 0x00000006 O0=CO1B9000 - 0=CO1B9FCE Loaded 0=0(
k.dhcpsry.dll 0=C0D70000 - OxCOD?SFFF  0=9536981C 0x00000001 O0=COD73000 - 0=COD734DC  Loaded 0=0(
k.fpcrt.dll 0=C01D0000 - OxCO1E7FFF  0=97FB2600 0x00000001 O0=CO1ES000 - 0=CO1ES084 Loaded 0=0(
k.iphlpapi.dll  0=C0700000 - O=xCO71CFFF  0=9539678C 0x00000001 0=CO71A4000 - 0=CO71AAF0 Loaded 0=0(
k.n=spn.dll 0=C0760000 - OxCO768FFF 0=954AFCH4 000000001 0=CO766000 - 0=CO7661BC  Loaded 0=0(
k.ssllsp.dll 0=C07A0000 - OxCO7BEFFF  0=954285DC 0x00000001 0=COPE3000 - 0=CO7B4058 Loaded 0=0(

k. touch.dll 0=C10F0000 - OxClOFBFFF 0=95547A4d 0x00000001 0=C10F9000 - 0=Cl0F96B8 Loaded 0=0(w
< b3
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6. Observe that the heaptest].exe module has an Image Address starting at
0x00010000. This same starting address is used by all processes on the device
with the exception of nk.exe.

7. Select heaptestl.exe from the Process drop down box. This shows just the
module information related to the heaptestl.exe process.

8. Observe that the only module listed other than heaptestl.exe is coredll.dll.
Coredll.dll is generally loaded by every process as it provides access to most
system APIs.

9. Close the Modules window.

10. Press FS to allow this application to continue running, and it will exit.

> Remove breakpoint

11. Click on the line containing the breakpoint in heaptestl.cpp

12. Press F9 to remove the breakpoint.
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Exercise 3 Local Heap

The purpose of this exercise is to explore the implementation of Local Heap memory in a
simple Windows CE application. This application will allocate a number of blocks, free
the blocks and allocate the blocks again. You will use Platform Builder tools to view the
heap structures and to demonstrate the behavior of the heap management algorithm.

» Copy HeapTestl code to HeapTestl.cpp
1. Open HeapTestl.cpp file from HeapTestl subproject if not already open.

2. Open Lab 3-2 HeapTest code.txt file from the Student files, and then copy the
code snippet to HeapTest1.cpp as below.

Catalog Ikem Dependencies Stark Page HeapTestl.cpp] -
| (Global Scope) w | | S wWinMain{HINSTAMNCE hInstance, HINSTAMCE hPrevInstance, L
=4/ HeapTestl.cpp : Defines the entry point for the application. jﬁ

£ =
#include "stdafx.h"

int WINAPI WinMain (HINITAMCE hlInstance,
HINZTANCE hPFrevInstance,
LETSTR lpCmdLine, L g
= int nCrmdIhowr)

S¢ TODO: Flace code here.

|£

|
|»

3. Save HeapTestl.cpp.

> Build and run HeapTestl.exe

4. Right click on the HeapTest1 subproject in the Solution Explorer and select
Build.

5. Run HeapTestl.exe using the Target | Run Programs menu in Visual Studio.

6. Examine the debug output window in Visual Studio, which should be similar to
the following:
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@9 EVM_3530 (Running) - Microsoft Visual Studio

Fil= Edit View Project Build Debug Target Data  Tools  Window  Community  Help

X L = =] 13
- - S e CERREY = - B | p [ 2
bou @ @] 5E[E % Hex|| @ - [ 42 S DT T R ax | EESE
Device: CE Device - J;‘IEI %EI =
Solution Explorer - So... w & X || “HeapTestl.cpp| MutexDemo.cpp - X
| {Unknown Scope) v | | -
(5] 3DKs 5 Jf ToDO: Place code here. f
= (5] Subprojects #define HEAP BLOCK SIZE 32 5
; EwentDema (E:fuw— —
= i_l" ficenTes. (F:"IW /4 allogate heap hlock 1
[ Incude files . _ .
< | » char *pbufl = {char *) Localldlloc (LPTR, HEAP EBLOCEK SIZE):
— — RETATILMSG (1. (TEIXTI("HeanTe=t1 hilnek 1 (%A hwrest oAt EN5Th™ L v
LTESD'LIHDI‘I Expl... [ Class View |€ | ¥
Outpuk - 0 X
Show output From:  ‘Windows CE Debug - _rJ ,JJ _1, = =
12041314 PID:493003Z2 TID:45935003%2 HeapTestl block & (3Z bytes) at 000305600 s
s HeapTestl 18:41:45 09/2Z/E008 Pacific Daylight Time| B
End = HeapTestl 18:41:4L5 09/ZZ/Z002 Pacific Daylight Tine
12041314 PID:493003Z2 TID:45935003Z HeapTestl block 3 (32 bytes) at 00030530h
12041314 PID:4928003Z TID:429003%2 HeapTestl block 1 (32 bytes) at 00030540k freed
120413214 PID: 4920032 TID:4290032Z HeapTestl block £ (22 bytes) at 00020Ec0h freed
1Z04131d4 PID:498003Z TID:435003Z HeapTestl block 2 (3Z bytes) at 00030520k freed
12041314 PID:493003Z2 TID:45935003Z HeapTestl block 4 (32 bytes) at 00030530h
12041314 PID:4923003Z TID:4990032 HeapTestl block & (3E bykbes) at 000305A0h —
120413214 PID: 49200322 TID:4290032Z HeapTestl block & (32Z bytes) at 000205COL [V
< ?
=] Cukput _'aError Lisk:
Build succeeded Ln 420 Col 55 Ch &5 NS

‘e start #oEv.. | MTer., | @Mic. | o [ @, [Poaw [ fmzw - Db, &)

Three identically sized blocks were allocated from the local heap and then freed in the
same sequence they were allocated. Three more identically sized blocks were then
allocated again.

Observe the addresses of each heap allocation in the debug output. Notice that the
second group of allocations did not start at the same point as the first group even though
those blocks had been freed and were available for use. Instead, the second set of
allocations was given addresses starting with the address of the last item in the original
group. The virtual address range that originally backed the first two memory allocations
1s now unused.

This demonstrates one of the characteristics of Windows Embedded CE 6.0 heaps. New
heap allocations are taken from the last allocated or freed item first; the heap manager
does not start allocation attempts at the beginning of the heap. In this case, only block 3
was reused because it was the last one previously freed. The virtual memory would have
been used more efficiently if the application had freed the memory in the reverse order
that it had been allocated.
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> Run Remote Heap Walker Viewer

7. From the Visual Studio Platform Builder menu, select Target | Remote Tools |
Heap Walker.

8. Click OK to select the Default Device configuration. The Remote Heap Walker
window will appear.

9. Double click on the line containing HeapTestl.exe in the process list. A second
window containing the process heap information will appear.

&2 Windows CE Remote Heap Walker - Heap_List for HeapTest1.exe Processld=05CA... |._||;||'X

File Wiew Window Connection Help

Process_List

| ﬁéqp.ia_

DCESS ”

|- (Bl

Frocess

| 0=DO42EA0D
O=D048DA00
O=D04B8D700
O0=D048B440
0=D00487ED
O=D00451C0
0=D0042D20
O0=D00409C0
0=D0040700
O=D0040480
O0=D0040000
O=00040000
0=00030F30
O=00030000

Ox00i00002
Ox00L00002
O=z00i00002
Ox00L00002
Ox00L00002
Ox00L00002
Ox00L00002
O=z00£00002
Ox00L00002
O=z00i00002
Ox00i00002
Ox00EFOO002
O0x01340002
O0x01340002

.EXE

.EXE

.EXE

.EXE

.EXE

.EXE

.EXE

.EXE

.EXE

.EXE

.EXE HF 32 DEFAULT
shell exe HF3Z2 DEFAULT
udevice . exe
udevice . exe |

| Address BlockSize Flags
0=00030000 1120 Fized
0=000304&0 3z Fized
0=00030420 32 Fized
O=00030440 3z Fized
0=000304C0 32 Fized
0=000304E0 64 Fized
0=00030520 64 Free
0=00030560 32 Fized
0=000305820 32 Fized
0=00030540 3z Fized
O=000305C0 2624 Free

Ready

Connected  Default Device

=
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10. Double click on the heap entry at the address corresponding to block 4 in the

11.

12.

13.

debug window. This will be the first Fixed block after the first Free block.

_E:mﬂﬁf—ﬂﬂﬂmﬂﬂp Walker - [Heap_Dun WMIED

| 4. .. | Hex | Azcii |
00... 34 00 00 OO0 OO0 OO OO OO 00 oo ... 4
00. .. 00 00 00 00 00 00 00 00 00 oo . ..

IConnected  DefaultDe /

Observe the first byte is a ‘4’ (0x34). This entry was written by the HeapTest!
application to identify its memory block.

11

Take some time and explore the source code to the application and what the tools

can tell you about it. Step through the code and examine the various Platform
Builder tools as you go through. This code could be used as a starting point to
examine other aspects of heap management.

Close the Remote Heap Walker window.

Terminate the HeapTestl application

14.

15.

16.

17.

Select Debug | Windows | Processes from the Visual Studio menu.
Right click on the heaptestl.exe process and select Terminate.
Click Yes to confirm.

Close the Processes window.

If you are continuing with the next Hands-On Lab, keep your image running.



Lab 3-3: Scenario - Fixing a Memory
Leak

Objectives

e Use the Target Control utility to identify a memory leak
Prerequisites

e Completed Lab 2-1

Estimated time to complete this lab: 30 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e CEG6.0

e CE 6.0 2006 Roll up

e CE 6.0 Service Pack 1

e CE 2007 Updates upto month 9th month{QFEs}

e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

¢ A running image from Lab 2-1
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Exercise 1 Virtual memory leak

QA is testing the functionality of some utilities that were written for your new CE 6.0
device. The utilities initially appeared to work correctly, however during the QA phase
one application continues to lock up the system. A memory leak is suspected. You have
been asked to take a look at the utility to identify the problem and solve it.

» Add the LeakingMemory subproject to your development environment
1. Copy the LeakingMemory folder from the Lab 3-3 Project Files from the
Student files into your OS Design folder at
C:\WINCE600\0OSDesigns\EVMOSDesign\EVMOSDesign.

2. In the Solution Explorer window right click on the Subprojects folder and select
Add Existing Subproject...

3. Navigate to the LeakingMemory folder that you just copied.

4. Select LeakingMemory.pbpxml and click Open. Visual Studio will add the
project to your current solution.

7 EVM_3530 (Running) - Microsoft Visual Studio

Fil= Edit View Project Build Debug Target Data  Tools  Window  Community  Help
BN R~

oo m A

Laak ir: | =3 Sample0SDesian

Device: CE Device

EYM_3530
Solution Explorer - So.. 5 h T

= eakingMemory
My Recent
E¥YM_3530 Dlocuments
& E:/wINCESDD -
g+ [ PLATFORM @
d- 3 PRIVATE Deskiop
B~ [ PUBLIC
ﬁ Favorites .
1 Parameter Files ;)
5 SDKs [
‘=] Subprojects My Documents
B l,; LeakingMermory
#- [ Include files .
7 [ Parameter Fil g’
[ Resource Filg My Camputer
[ Source files

postlink. bat

prelink.bat g File name: | b | [ Open ]

o [Z] Readie bxt ) - - -

i “:.:j Stdafx.cpp My Metwark Files of type: |Wlnd0ws Ermbedded CE Subproject Files [ php: v| [ Cancel ]
( AL | )
Clsolution Expl... [ Class Yiew
Qukpuk -« 0
Shiows aoknok fram: Windows ©OF Dehin - ] 83 =1
Reeady

‘9 Start 89 EVM, ., B Tera,,, | & Micro..,
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5. Configure the LeakingMemory subproject to be excluded from the image and
always build and link as debug, just as you did in Lab 2-2 Exercise 1.

6. Right click the LeakingMemory subproject and select Build.

> Investigate the memory leak

7. Run the application by selecting Run Programs... in Target menu.

8. Observe the output on your device. The following message box appears:

Litility START

Note This dialog box is used to stop the application from continuing without actually
breaking into the debugger, thereby allowing us to use the memory tools.

This particular dialog indicates a point in the initialization sequence of the utility
prior to any memory reservations. It allows us to get a picture of the initial
memory usage that we can use as a basis for future comparisons.

9. Select Target | Target Control from the Visual Studio menu. The Windows CE
Command Prompt window will open.

10. At the Windows CE> prompt, type mi full. This will show memory information
for all processes running on the device.

11. Locate the section for the LeakingMemory.exe process.

12. Study the virtual memory contents of the process using the following legend:

Character

Definition

<blank>

A blank space indicates a virtual page that is not currently allocated. Does not require a
physical page.

Reserved but not in use. Indicates a virtual page that is currently allocated but not
mapped to any physical memory. Does not require a physical page.

C Code pages in ROM. Does not require a physical page.

C Code pages in RAM. Requires a physical page.

S Indicates a virtual page that holds a stack. Requires a physical page.

P Peripheral memory (pages used to map target device memory by using VirtualAlloc).
Indicates a virtual page that is used to map a range of hardware addresses. Does not
require a physical page. Peripheral memory may include frame buffer memory.

w Indicates a virtual page that holds read-write data. Requires a physical page. Read-write
pages include global variables as well as dynamically allocated memory.

(0] Indicates a virtual page that is used by the object store. Requires a physical page. Should

only appear in the Filesys process.

Contents unknown.
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Character Definition
r Read-only data pages in RAM. Requires a physical page. Read-only data primarily comes
from data items that are declared as a const type in the source code.
R Read-only data pages in ROM. Does not require a physical page. Read-only data primarily

comes from data items that are declared as a const type in the source code.

Note: For CPUs such as ARM and SHx that do not distinguish between read-only and
executable code pages in hardware, use R(r) to represent both data and code.

13.

14.

15.

Copy the memory information for the LeakingMemory process to a temporary
text file so that we can easily compare it with another run later.

In the device window, click OK in the message box. The utility will run, doing
its useful work.

The following message box will display on the device:

Litility END

Note This dialog box indicates the end of the utility processing. Presumably any
resources that have been allocated have now been freed, and there should be no
memory leaks.

16. At the Windows CE> prompt, type mi full. This will show the current memory
information for all processes running on the device.
17. Compare the memory usage for the LeakingMemory.exe program against the one
that was previously saved.
18. Click OK on the dialog box on the device, allowing it to exit.
> Analysis

The application should have similar memory usage after it has performed its useful work
and cleaned up as it did before it started. The two memory dumps should be the same.
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Before
Memory usage for Process
'LeakingMemory.exe' pid 5¢0000e
00000000: —-----
00010000: -cWc
00020000: -—-=-========———— S
00030000: W-=======——————
00040000: RRRRRRRRRRRRRRRR
00050000: RRRRRRRRRRRRRRRR
00060000: RRRRRRRRRRRRRRRR
00070000: RRRR
40000000: —-========———————
40010000: -CcCcCcCCcCceeececcecece
40020000: ccccceeeeececececcecece
40030000: cCcccceececeececececcecece
40040000: ccccceeeeececececcecece
40050000: ccccceeeceececececcecece
40060000: cCcCcCccccceeecececcecece
40070000: cCcCccceeceeececececcecece
40080000: ccCcCccceeeeecececcecece
40090000: W---—-—- cceeeee--
400a0000: ---
Page summary: code=134(2) data r/0=52 r/w=3
stack=1 reserved=63

After

Memory usage for Process

'LeakingMemory.exe' pid 5¢0000e
00000000: —-----
00010000: -cWc
00020000: --=-=======—=———— S
00030000: W-=======——————
00040000: RRRRRRRRRRRRRRRR
00050000: RRRRRRRRRRRRRRRR
00060000: RRRRRRRRRRRRRRRR
00070000: RRRR
00080000: WWWWWWWWWWWWWWWW
00090000: WWWWWWWWWWWWWWWW
40000000: —-========———————
40010000: -CcCcCcCCcCceecececcecece
40020000: ccccceeeeeecececececece
40030000: cCcCcCcCcceeeceececcecece
40040000: ccccceeeceeecececececece
40050000: cCcCcCcCcceeeceececcecece
40060000: cCcCcCccccececececececececce
40070000: cccceeeececeececececce
40080000: cCcCcccccececececececececece
40090000: W------ cceeeee--
400a0000: ---

Page summary: code=134(2) data r/0=52 r/w=35

stack=1 reserved=63

However, the output of the Target Control utility shows that there is 128KB of read/write
memory committed after the utility has finished that wasn’t there before it started. That
memory was allocated by the utility, but never released. That memory has been leaked.

» Fix the application

19. Uncomment the call to VirtualFree in the file LeakingMemory.cpp. This looks
suspiciously like it might be the cause of the problem.

20. Right click on the LeakingMemory subproject and select Build.

21. Run the program again, and redo the analysis.

22. Observe that the two memory usage maps are now the same; the memory leak is

gone!
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Note This particular leak was not all that serious and created just to illustrate the point.
The memory would have been reclaimed automatically when the process exited.
However, in other scenarios the leak could have been more serious. For example,
a kernel mode dll could have a leak that would never be recovered since the
kernel process never exits.

If you are continuing with the next Hands-On Lab, keep your image running.



Lab 3-4: Exploring Threads Using
Kernel Tracker

Objectives

e Learn which build options are required to work with the Remote Kernel Tracker

e Be familiar with the Kernel Tracker menu options and what they control, such as
the time scale

e Recognize different execution patterns in Kernel Tracker such as when threads
start and stop running.

Prerequisites

e Completed Lab 2-1
e Completed Lab 3-2

Estimated time to complete this lab: 30 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e CEO6.0

e CE 6.02006 Roll up

e CE 6.0 Service Pack 1

e CE 2007 Updates upto month 9th month{QFEs}

e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

¢ A running image from Lab 2-1
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Exercise 1 Using the Remote Kernel Tracker

In this exercise you will become familiar with the Remote Kernel Tracker tool. The
Remote Kernel Tracker allows you to see the kernel events that occur on your Windows
Embedded CE6.0 device.

> Launch the Remote Kernel Tracker
1. Select Target | Remote Tools | Kernel Tracker from the Visual Studio menu.
2. Click OK to accept the Default Device connection.

Select a Windows CE Device

=@ "Windows CE Dafault Platfarm

F Lancel

3. Click IE to toggle Show/Hide Legend mode as desired.
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& Windows CE Remote Kernel Tracker, E@E|

Fil= Edit Wew Connection Help

& = m m & B Q G‘l |2 | Zoom Range (ms]: |10,000 A ]j
| i ‘ ) ‘ ID.DQ.‘ZS. ) ‘ ) P.DQ.I24 ‘ ) ‘ ID.DQ.‘Zﬁ. ) ‘ ) P.DQ.IQG ‘ ShUW,IIHIde Legend ‘ ) P.DQ.IQS ) ) ) ID.DQIZQ. )

MK EXE < <0x00400002 > =
shel.exe < <0x01470002 = >
udevice, gxe < <0x01E40002 5 =
udevice, gxe < <0x013C0004=:
udevice, gxe < <0x02250002 = =
udevice, gxe < <0x02530002 > =
udevice, gxe < <0x05660002 > =
udevice, gxe < <0x05190006 > =
udevice, gxe < <0x05360006 > =
udevice, gxe < <0x05490006 > =
udevice, gxe < <0x058C0006 > =
udevice, gxe < <0x05000006::
udevice, gxe < <0x0S8E000A = =
udevice, gxe < <0x0557000E = =
SysHealth, exe < <0x06750002:
servicesd, exe < <0x06A10002
connmar. exe < <0x076100023:
minshel, gxe < <0x06E0000A =
spchsve.exe < <0x06F70004>:
CEMGRC,EXE < <0x054E006E >
CEPWICLLEXE < <0x07980012 =
MemoryLogger exe < <0x07A80
R.TH.EXE<«0x06C2001A > = v
<

] o o R o

ShowsfHides Legend

Events occurring on the CE Device are continuously being logged. First events are
logged into local memory. CeLogFlush.exe periodically transmits the logged data to the
host via the Platform Manager connection. The Remote Kernel Tracker tool displays the
logged information in graphical form.

4.

Click ] to refresh the logging data being displayed and note the time frame
increasing as new data is being added to the right.

Click E to search for an event by type or by a particular process or thread,
etc.

Expand the Interrupts node.

Set the Zoom range to 10ms using the Zoom Range drop down box.

Note

We enabled the profiling option back in Lab 2-1. This option is what allows
interrupts to be observable in the Remote Kernel Profiler. The profiler option also
provides support for a Monte Carlo profiler that can be run using the Target
Control utility.
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Exercise 2 Logging a Simple Application

Before looking at the complex relationships between multiple threads, we will look at the
logging data being generated by a simple application. There is a great deal of data for
even a simple application that only has one thread.

» Ensure no breakpoints are set

1.

Select Debug | Windows | Breakpoint from the Visual Studio menu. This will
bring up the Breakpoints window.

Delete any breakpoints that might have been left in source code files.

i K @ de e 3 Fh S

at 4. HeapTestl cpp..t 15

> Examine the HeapTestl application

3. Launch the HeapTestl application using the Visual Studio Target menu.
Note Moving the cursor over events in the Remote Kernel Tracker displays info tips
showing more detail regarding the event.

4. Position the mouse over an W icon, in the HeapTest1.exe process, for a few
seconds to see a pop-up for more details on the Load module event. Use the Find
Event tool if necessary to find a Load Module icon.

5. Position the mouse over a dark green line for a few seconds to see a pop-up for
more details about Process Info.

6. Click on an event to set the cursor to assist in zooming and stepping through
events and threads using menu buttons.

7. Change the Zoom Range to view thread transitions in more detail.

8. Observe the calls to Sleep that occur every 1000 milliseconds in the HeapTest1

application. Note that the application still has a loop at the end that keeps it from
exiting automatically.
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9. Terminate the HeapTest1 application using the Processes window available from
the Visual Studio menu.

10. Observe the Free Module event that occurs on the HeapTest1 application in the
Remote Kernel Tracker.

Take some time to explore the information provided by the kernel tracker to see
how it shows the thread transitions and the reasons for them.

11. Close the Remote Kernel Tracker. Do not save the collected data.
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Lab 3-5: Thread Synchronization

Objectives

e Understand the read / modify / write vulnerability
e Be able to implement an atomic read / modify / write sequence using a critical
section that removes the vulnerability
Prerequisites

e Completed Lab 2-1

Estimated time to complete this lab: 15 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e CEG6.0

e CE 6.0 2006 Roll up

e CE 6.0 Service Pack 1

e CE 2007 Updates upto month 9th month {QFEs}

e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

e A running image from Lab 2-1
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Exercise 1 Observe the vulnerability

This sample demonstrates a read / modify / write vulnerability. Multiple threads
increment a shared global variable by

e reading the current global variable value into a temporary variable (READ)

e adding 1 to the value in the temporary variable (MODIFY)

e writing the temporary variable back to the global variable (WRITE)
Each thread iterates over this sequence a set number of times. The final value of the
variable should be the number of threads multiplied by the number of iterations each
thread makes.

» Add the existing ThreadSynchronization subproject to the OS Design

1. Copy the ThreadSynchronization subproject from the Student files to your OS
Design at C:\WINCE600\OSDesigns\EVMOSDesign\EVMOSDesign.

2. Right click on the Subprojects node in the Solution Explorer and select Add
Existing Subproject.

3. Select the ThreadSynchronization.pbpxml file from the
ThreadSynchronization folder.

4. Configure the ThreadSynchronization subproject to be excluded from the
image and always build and link as debug, as documented in Lab 2-2.

» Build and run the application

5. Right click on the ThreadSynchronization subproject in the Solution Explorer
and select Build.
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&9 EVM_3530 (Running) - Microsoft Visual Studio

Fil= Edit View Project Build Debug Target Data  Tools  Window  Community  Help
R a1 N IR NG RN R =Ry =N - i
Bl R

Device: CE Device - 5n Sm EEr _

Solution Explorer - So... » @ X

=

>

- [ PUBLIC
f:f Favarites

[ Parameter Files
SOKs
Subprojects
@ LeakingMernory (E: MW
@ ThreadSynchronization:

< ¥
I@Solution Exl... @Class Wigw

utput

Show output from:  Build - _ﬂ ﬁ Ifa =

EUILD: [00:000000000Z:PROGC
EUILD: [00:0000000003:PROGC
EUILL: [00:0000000004:PROGC
EUILD: [00:0000000005:PROGC
EUILD: [00:0000000006&:PROGC
EUILD: [00:0000000007:PROGC

Checking for E:ZWWINCEEOOY=sdk“ bintiZ86srocheck. exe. s
Lunning passes WCEFILESO, MIDL, MC, ASN, THUNK, PRECOMPHEADER, COMPILE, LIE, LIN
Computing include file dependencies:

Checking for SDE include directory: E:\WINCESOOY,=sdk“CE\imnc.

Scan E:NWWINCESOODY 0EDesignshSanplelilesign’ ThreadSynchronization®

Saving E:WZWWINCEGOODWO03De=signs" Sanpleld3lbesigm’ ThreadSynchronization'Build. dat.
EUILD: [00:0000000011:FPROGEC Building PRECOMPHEADER Pass in E:A\WINCEGOOL0SDesignsiSamplel3Desiont ThreadSimchr—
BUILD: [0l:00000000zZ:PLROGC Create precompiled header Stdifx.h obJ\ARMWiIWretailhStdAfx.obj E:AWINCESOO4O0SDe ¥
2l i | ¥

Euild started. .. Cal 1 chi NS

6. Launch ThreadSynchronization.exe using Target | Run Programs... from the
Visual Studio menu.
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7. Observe output similar to the following:

#% EVM_3530 (Running) - Microsoft Visual Studio
Fil= Edit View Project Build Debug Target Data  Tools  Window  Community  Help

paeee=1" N I G R R =R =N - - £
! @ | o 5= [Z 5= |Hex Ea.i‘ [ = e
Device: CE Device b %
Solution Explorer - So... » @ X
& [ PLATFORM A
v [ PRIVATE -
- [ PUBLIC I
A o
Fe | by
Crlsolutian Expl... [F5 Class View
Output
Show output from:  Windows CE Debug L3 | &G =

adfynchronization

TID:E5£3001le RELFED: Opening file ThreadSvnchronization.exe from desktop
tion 16:00:40 03/ZE/2008 Pacific Daylight Time

nization 16:00:40 0972272008 Pacific Daylight Time

TID: 5£2001c THREADSYNCHRONIZATION: ThreadCount Z

TID:&5£3001e THREADSTHCHRONIZATION: Expected Total = Z0000000
TID:5£30016 THREADSYTHNCHRONIZATIOM: Actual Total = 14812635
Build succeeded Ln g Cal 1 chi NS

/4 start a0 EVM... e 12730 Cro L Wi L 73 Micra... O Lab .. R )@ 400PM

8. Notice that the final total is less than the expected total.

Analysis

The final value is less than expected because the read / modify / write sequence is not
atomic. The scheduler can interrupt a thread after it has performed the read, and run
another thread that is performing the same algorithm. The second thread continues to
increment the variable from the same value where the original thread stopped. When the
original thread is eventually scheduled again it continues where it left off, and writes the
value stored in the temporary register out to the global variable. In so doing, it destroys
the work that was done on the variable by other threads while it was blocked. Each
thread ran the prescribed number of times, but some of the work was inadvertently reset.

This vulnerability exists any time a variable shared between multiple threads is accessed
with a non-atomic read/modify/write sequence.
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Exercise 2 Fix the vulnerability

The read / modify / write sequence can be made atomic using synchronization objects. In
this exercise we will use a critical section, although mutexes could be used as well. Note
that the best way to protect an increment of a single variable is to use an interlocked
function. However, we have used functions to do our work so the entire sequence must
be protected.
> Instantiate the critical section

9. Open the ThreadSynchronization.cpp file from the Solution Explorer.

10. Uncomment the global variable MyCritSec.
> Initialize the critical section

11. Uncomment the call to InitializeCriticalSection in the function WinMain.
» Protect the vulnerable code sequence

12. Uncomment the call to EnterCriticalSection in the function DoWork.

13. Uncomment the call to LeaveCeriticalSection in the function DoWork.
» Clean up resources

14. Uncomment the call to DeleteCriticalSection in the function WinMain.

» Build and run the application

15. Right click on the ThreadSynchronization subproject in the Solution Explorer
and select Build.

16. Launch ThreadSynchronization.exe using Target | Run Programs from the
Visual Studio menu.
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17. Observe correct output similar to the following:

EVM_3530 (Running) - Microsoft Visual Studio

Fil= Edit View Project Build Debug Target Data  Tools  Window  Community  Help

ERSETRA =" - R =N RN R = RN = & &
= L = & e
b m @] 5= fﬁ-i—_ A A A R £
Device: CE Device - %EI %EI =
Solution Explorer - So... » 1 X ThreadSynchronization.cpp| - X
= éP = |(Global Scope) V|| -
] Solution 'EYM_3530° (1 projer A HINSTANCE hPrevInstance,
- W) EYM_3530 : s
@ — LFT3TER 1pCmdLine, —
% E:fwimcEsoo = int nCrdSha)
- [ PLATFORM = i
- [ PRIVATE DWCRD i:
[ [ PUBLIC
f,:_\f Favarites R
[ Parameter Files gvari SRS =
S0Ks
- subprojects v InitializeCriticall3ection(&Mylritiec)
< | ¥ -
E.QSDIution Exl... @Class View | € —— ; — | a
Cutput 1 x
Shove output From:  Windows CE Debug A _ﬂ ,_J _1, =% =
Pun Programs = ThreadSynchronization Y
3163536 PID:40000Z TID:44Z00la BELFSD: Opening file ThreadSynchronization.exe from desktop N
5 ThreadSynchronization 16:13:47 09/2E/E008 Pacific Daylight Time
End = ThreadSynchronization 16:12:47 0972720028 Pacific Daylight Time L
w
[=] Output J_"a Error List

Lnii4 Cal 1 chi NS

If you are continuing with the next Hands-On Lab, keep your image running.
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Lab 3-6: Exploring Synchronization
Objects

Objectives

e Explain the different types of synchronization available in Windows CE

e Understand differences among synchronization objects.
Prerequisites
e Completed Lab 2-1

Estimated time to complete this lab: 40 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e CEG6.0

e CE 6.02006 Roll up

e CE 6.0 Service Pack 1

e CE 2007 Updates upto month 9th month{QFEs}

e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

e A running image from Lab 2-1
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Exercise 1 Mutex synchronization
In this exercise you will see a simple implementation of synchronization using mutexes.
» Add the existing MutexDemo subproject to the OS Design

1. Copy the MutexDemo subproject from the Student files to your OS Design at
C:\WINCE600\0OSDesigns\EVMOSDesign\EVMOSDesign.

2. Right click on the Subprojects node in the Solution Explorer and select Add
Existing Subproject.

3. Select the MutexDemo.pbpxml file from the MutexDemo folder.

4. Configure the MutexDemo subproject to be excluded from the image and
always build and link as debug, as documented in Lab 2-2.

> Build MutexDemo subproject

5. Right click the MutexDemo subproject in the Solution Explorer and select Build.

i
File Edit \ie Rebuild Data  Tools  Window  Community  Help
l_% |j' Open WEENE " IB ;
| =
P @ A Open With... - i = [% = ;E ;E .;.
I~ -} =
Device: CE Devig Add D
Saolution Explarar - Sek subproject Build Order.., - X
[# FindinFiles... v 3
[ PRIVATE @ Explore -ma .cpp : Kernel HNutex demo f
[ PUBLIC - i —
b Eavorites Showe in Favorites
| Parameter Files | B Open Build Window atdatx.h” =
| SCks X
| Subpraojects EEE
= LeakingMemor Properties
; MutexDemo (Esrvrvccooopooresignsysampeoore: .En,l'MutexDemo,l'sources)h
[ Include files e
[ Pararmeter files HANDLE hlutex;
1 Resource files
= [ Source files -
cj MutexDema, cpp E DWORD ThreadlProc (LPVOID lpw)
postlink. bat {
prelink, bak = DWORD dwThreadData:
[£] ReadMme.txt
€+ Stdafx.cpp b while [TRUE)
< | > ; a
Cdsolution Expl... [ Class View | € | >
Qukpuk «~ 0 X
Shove output From:  Windows CE Debug - J |8 3 ==

=] Qutput || Error List

—
o -
6 1y Start @0 EVh_...
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Run application

7. Launch MutexDemo.exe using Target | Run Programs... from the Visual
Studio menu.

7. EMM_3530 (Running) - Microsoft Visual Studio
Fil= Edit View Project Build Debug Target Data  Tools  Window  Community  Help

R =" N = =
pu E a5z Al B o) i
Device: CE Device - 5m 2w [ &
Solution Explorer - So... - 0 X MutexrDenoonn — 57
) RunProgram £| v
CJ PRIVATE ] B4 Mutd pysilable Pragrams: -
[ PUBLIC 25
Favarites loaddbg exe ~ Fun =
Parameter Files #inclu MasquitDiea =
SDKs FiutexCle
Subprojects rik. exe
(=1 LeakingMemary (E:{WINCE — oal.exe
5 MutexDemo (E:/WINCES0D glo Ezgznﬂ::e s
v [ Include Files DUORD b REe
g ; X HANDLE pisry. ExE
[ Parameter Files = repllog.exe
- [ Resource files naapp.exe )
= [ Source files = S m | L
o e B MutexDemo.cpp £l DWORD . )
postlink. bat i Erecutioh command line:
prelink. bat o | MutexDemo exe v|
E] ReadMe, bt
- 6] Stdafx.cop b while [TRUE]
£ i} | > { -
@50Iution Expl... @CIass View |€ | I > o
Cutput 1 x
Chmart matbrn ik Frmens Whimdewis C Fumban = A 4 = M=
[=] Output J‘E Error List
Build succeeded Ln 467 Cal 1 chi NS

Tzui. ~ &

8. Select Windows CE Debug from the drop down box in the Output window. This
will allow us to see the debug output from the device when we run our test
application.
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@9 EVM_3530 (Running) - Microsoft Visual Studio

Fil= Edit View Project Build Debug Target Data  Tools  Window  Community  Help

. X L = =] 13
- - S e Ba [ ERNENN ) .
bou @ @] 5E[E % Hex|| @ - [ 42 S DT T R ax | EESE
Device: CE Device - J;‘IEI %EI =
Solution Explorer - S0... » & X || “MutexDemo.cpp - X
| {iGlobal Scope) v | | -
[ PRIVATE 5 B4 MutexDemo.cpp : Kernel Mutex demo f
£ PUBLIC — 2
* Fawarites B
' ~
| Parameter Files - #include "stdafx.h”
< ! ks v
LTESD'LIHDI‘I Expl... [ Class View |€ | ¥
Outpuk - 0 X
Show output From:  ‘Windows CE Debug - _ﬂ ,JJ _1, = =
4070388 PID:4635001a TID:472001Z2 1 1Fd s
4070435 PID:469001la TID:-473001a 2 1F1 B
4070741 PID:4&9001la TID:472001la 2 1Fz
4071043 PID:465001a TID:47300la Z 1F3
4071313 PID:4439001a TID:4&=001a -- 1Fz
4071345 PID:4659001la TID:-473001a 2 1F4
40723290 PID:4&9001la TID:4720012 L1 1FE
4072441 PID:465001a TID:47300la Z 1FE
40737432 PID:4639001a TID:473001a 2 1F7
4074045 PID:4659001la TID:-473001a 2 1Fs
40743247 PID:4&9001la TID:472001la 2 1F2 —
v
=] Cukput _"3 Error List
Build succeeded Ln 541 Cal 1 chi NS

[@meo., [Cewnd. [Mmaw. - Fmeo. [EHzwm. - &5

Note The Output window is currently displaying the build output because we just
performed a build. In many circumstances, Visual Studio anticipates what we
would like to see and switches the Output window appropriately. However, this
does not always work, and the Output window ends up displaying something
other than the operation we are interested in. The following step is one of those
that Visual Studio does not anticipate.

9. Select Target | Target Control from the Visual Studio menu to bring up the
Windows CE Command Prompt window (the Target Control utility). You may
dock this window in a convenient location if you wish.

Note We are running the application using the Target Control utility this time, instead
of using the Target | Run Programs menu in Visual Studio. The Target Control
utility is a lower level interface into the debug shell supported by Windows
Embedded CE 6.0, and exposes a great deal of functionality. The Target | Run
Programs menu item leverages the same debug shell functionality to launch
programs as does the Target Control utility.

10. Type s MutexDemo command into Windows CE Command Prompt window as
follows:
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Windows CE>s MutexDemo

Windows CE Command Prompt {alt-1) X

Windows CE Command Prompt
<command>: Shell commands
'.{command>': Debugger co
'**<{command>’ : Debugger ex
Ctrl-0: Abort pending com
Ctrl-L: Clear all
Ctrl-A: Select all
Ctrl-F: Find {(F4%: Search

ltindows CE»s HutexDemo

11. Press <Enter> and verify debug output is similar to the following sequence:

3771174
3771174
3773184
3773235
3773537
3773839
3774141
3776186
3776237
3776539
3776841
3777143
3779188
3779239
3779541
3779843
3780145
3781185
3782190
3782241
3782543
3782845
3783147
3785192
3785243
3785545
3785847
3786149
3788194
3788245
3788547
3788849
3789151
3791186
3791196
3791247
3791549
3791851
3792153

PID:469001la TID:46e00la Priority = 251
PID:469001a TID:46e00la -- 0

PID:469001a TID:4720012 1 1
PID:469001a TID:473001a
PID:469001a TID:473001la
PID:469001a TID:473001la
PID:469001a TID:473001a
PID:469001a TID:4720012 1 6

DN DN
g w N

PID:469001a TID:473001la 2 7
PID:469001a TID:473001la 2 8
PID:469001a TID:473001a 2 9
PID:469001a TID:473001a 2 A
PID:469001a TID:4720012 1 B
PID:469001a TID:473001la 2 C
PID:469001a TID:473001a 2 D
PID:469001a TID:473001a 2 E
PID:469001a TID:473001la 2 F
PID:469001a TID:46e00la -- F
PID:469001a TID:4720012 1 10
PID:469001a TID:473001la 2 11
PID:469001a TID:473001la 2 12
PID:469001a TID:473001la 2 13
PID:469001a TID:473001a 2 14
PID:469001la TID:4720012 1 15
PID:469001a TID:473001la 2 16
PID:469001a TID:473001la 2 17
PID:469001a TID:473001la 2 18
PID:469001a TID:473001a 2 19

PID:469001a TID:4720012 1 1A

PID:469001a TID:473001la 2 1B
PID:469001a TID:473001la 2 1C
PID:469001a TID:473001la 2 1D
PID:469001a TID:473001la 2 1E
PID:469001a TID:46e00la -- 1E
PID:469001a TID:4720012 1 1F
PID:469001a TID:473001la 2 20
PID:469001a TID:473001la 2 21
PID:469001a TID:473001la 2 22
PID:469001a TID:473001la 2 23
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12. Launch the Remote Kernel Tracker to observe interaction between threads that
are using the mutex. Try to correlate the events you see with the debug output
and the source code.

Tip  Expand the MutexDemo node in the left hand pane to see the activity on the
individual threads running in the process. Set the cursor on a particular area of
thread activity, then change the zoom range to something small (10 milliseconds).
This way, you can see everything that is going on in the thread.

» Terminate the application using the Target Control utility

13. Type gi proc in the Windows CE Command Prompt window. This will display a
list of processes, including the name and an identification number for each one.

14. Determine the process identifier number for the mutexdemo application. The
identifier for the mutexdemo in the dialog shown below is 09, your’s may differ.

Windows CE Command Prompt

<command’: 3hell commands ('%?' for shel
'.<command>’ : Debugqger commands {'.%?" |
'*{command> ' : Debugger extension commar
Ctrl-0: Abort pending command

Ctrl-L: Clear all

Ctrl-A: Select all
Ctrl-F: Find {F4: Search forward, Shifi

Windows CE»s mutexdemo
Windows CE»gi proc

PROC: Hame hProcess: CurAKY :-dwl
PBB: HK.EXE 00400082 OOooooooe sal
PB1: shell.exe 00ef0002 OOODOOOOA OO
PAZ: udevice.exe 019208682 ao00A008e Aal
PA3: udevice.exe g1f30082 fooppaaAs aal
PA4: udevice.exe f0eedddd OOO0BO008 A8
POAS: udevice.exe 83d-00882 AAAAAAAA AAl

PBG: explorer.exe A44hB062 0O00O000AG 641
PB7: EmulatorStub.exe 845300082 00000000 61
PAR: servicesd.exe B4SedldBd? A000B0088 A8l
PA2: mutexdemo.exe f5a70886 A000B00A8 A8l
Windows CE>_

4 >

15. Terminate the process using the command kp<space><id>, where <id> is the
process identifier returned from the gi proc command.



Windows CE Command Prompt {Alt-1)

P14: MutexDemo.exe
Windows CEXxkp 13

A4870081a A0A0OBOA A0B18080 AAO0AOGAGBA -~
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Attempting to kill process of id B469881a ...Succeeded

Windows CE>gi proc

PROC: Hame

PAA: HK.EXE

PA1: shell.exe
PB2: udevice.exe
PB2: udevice.exe
PB4: udevice.exe
PA5: explorer.exe
PB6: servicesd.exe
FA7: repllog.exe
PA8: rapisrv.exe
FA9: rnaapp.exe
P18: udp2tcp.exe
P11: CEHGRC .ESE
P12: Clientside.exe
P13: MutexDemo.exe
Windows CE>kp 13

hProcess: CurAKY

ga4 000802
81bagaa2
f1e7 0082
AA58 00886
A3e00002
A48 caap2
A4+ 20002
82b4B088a
A58a008082
A5b7aa8a2
A5 83 8086
B4e5B008a
A55hAA8Ada
A487a081a

sdulUhBase :

84001008
Aag1008088
fao1 8000
A88100480
Aaa100080
Aaa100480
Aaa100080
A8g100a88
A8g100a88
Aag1008088
fao1 8000
A88100480
Aaa100080
Aaa100480

CurZone

Epfsfsfsfsfsfs]
ipsfsfsfsfsfsfs]
aooooooon
Epfsfsfefss]s]
goooooon
goooooon
aoooooon
Epfsfsfsfsfsfs]
Epfsfsfsfsfsfs]
ipsfsfsfsfsfsfs]
aooooooon
Epfsfsfefss]s]
goooooon
goooooon

Attempting to kill process of id B487881a ...Succeeded

Windows CE>»
£

» Measure synchronization performance

16. Type s osbench —t 3 and press <Enter> at the Windows CE Command Prompt.

7

This will run the OSBench utility that tests the performance of various kernel API

calls. This particular command line will limit the testing to mutexes only.

Note The command line parameters for OSbench can be obtained by using the —h

command line parameter to the OSBench utility.

17. Examine the OSBench output. You may wish to compare the performance of

mutexes to other synchronization methods.
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EVM_3530 (Running) - Microsoft Visual Studio

Fil= Edit View Project Build Debug Target Data  Tools  Window  Community  Help

- 4-Ehd oS ) @ u
B0l @ + = |3 '.i L= PR Z‘.?. ERCHS [%,J A =
Device: CE Device - J;‘IEI %EI
Solution Explorer - So... » & X /pm - X
=
E.‘ESolution Expl... g Class View |(G|Dba| Scape) v|| vl|
utput -« 0 X
Show output From:  ‘Windows CE Debug - _ﬂ ,JJ _1, = =
kSlDZDD PID:40000Z TID:45%=00le BRELFED: Opening file oshench._exe from desktop A
4310312 PID:49d00le TID:49=00le ++08Bench (Loader): (-t 3} B
4211z6Z PID:40000Z TID:49200le RELFED: Opening file osbench d11.4dl1 from desktop
4311387 PID:43d00le TID:43=00le OsBench -t 32 [ |
4311537 PID:40000Z TID:4d43001& BELFSD: Opening file osbench.exe from desktop
4912352 PID:4d7001& TID:4d8001l& ++08Bench (Loader)i: {(-Z)
4912352 PID:44700le TID:4d428001l& OsBench -Z
431235 PID:43d00le TID:43=00le
4312352 PID:45d00le TID:49=001e
4912352 PID:49d00le TID:49=00le
4912352 PID:49d00le TID:49=00le
431235 PID:43d00le TID:43200le ==============S=S===S=S=S=S=SS=S==SS=S==SS=S=SSSS==SS=S==SS=S==S=S=S==S=================
4312352 PID:45d00le TID:49=001e INTERPRETING THE 0O3BEENCH RESTLTZ
4912352 PID:49d00le TID:d49e0lle ———————— o oo o o o e
491235 PID:42d4001le TID:4%=00le 08Eench measures key operating systen timings as closely as
4317357 PID:43d001le TID:49=001le possible. All tests use the QueryPerformanceCounter (QPC) to get
431Z352 PID:43d001e TID:4%e=001e time stamps. The frecuency of the counter and the owerhead of
4312352 PID:42d001le TID:4%=001le calling this function muast be taken into account when

3

ARTTAFT TTR. 4AaAAT - TTh. dfenal - T Il e e

[=] Output _'a Error List

Reeady Lni Col 1 Chi IS
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EV¥M_3530 [Running) - Microsoft Visual Studio

File Edit ‘iew Project Build Debug Target Data  Tools  Window  Community  Help

- = = v
Do e I=R=YN &
P @ @ | 5 5= o 5| 40 Sk =
- 2 62 | A2 Sk oo =
Device: CE Device - %m
Solution Explarer - 5o, » & X MutexDemo.cpp - X
| {iGlobal Scope) W | | w
QSDIUtIDnEXDl”' @Class\flew M4 Mutrovlomo cnn @ Foarnal Worow dowmo
* 1 x
Showe output From:  Windows CE Debug - _ﬂ ,_J 5N =% =
4312510 PID:43d00le TID:43=200le | Max Time = S1_EE5E us Y
4312510 PID:45d00le TID:4%=00le | Min Time = 61035 us B
4312510 PID:49d00le TID:49=00le | Awyg Time = 64 117 us
491zZE10 PID:49d00le TID:49=00le
4312747 PID:43d00le TID:43=00le
4312747 PID:45d00le TID:49=001e
4312747 PID:49d00le TID:49=00le
4212747 PID:42d001le TID:42=00le Mutex inter-process
Time from a lower priority thread calling ReleaseMutex to a higher priority
thread in a different process unblocking from a WaitForZingledbject call
4912747 PID:49d00le TID:d49e0lle ————————m—m oo o
4912747 PID:49d00le TID:42200le | Max Time = 91.EEZ us
4312747 PID:43d00le TID:43=200le | Min Time = 20.E517 us
4312747 PID:45d00le TID:4%=00le | Awy Time = 65 3967 us
4312747 PID:49d00le TID:49=00le
4912747 PID:447001le TID:4d42800le --05Bench (Loader): Done!
4313330 PID:43d001le TID:49e200le --08Bench (Loader): Done! [ |
W
[=] Qutput ‘_‘B Error List

Ready Lm 108 Col 1 Chi NS
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Exercise 2 Event synchronization
In this exercise you will see a simple implementation of synchronization using events.
» Add the existing EventDemo subproject to the OS Design

1. Copy the EventDemo subproject from the Student files to your OS Design at
C:\WINCE600\OSDesigns\EVMOSDesign\EVMOSDesign.

2. Right click on the Subprojects node in the Solution Explorer and select Add
Existing Subproject.

3. Select the EvenDemo.pbpxml file from the EventDemo folder.

4. Configure the EventDemo subproject to be excluded from the image and
always build and link as debug, as documented in Lab 2-2.

> Build EventDemo subproject
5. Right click the EventDemo subproject in the Solution Explorer and select Build.
» Run application

6. Select Windows CE Debug from the drop down box in the output window. This
will allow us to see the debug output from the device when we run our test
application.

7. Type s EventDemo into the Windows CE Command Prompt window as
follows:

Windows CE>s EventDemo

8. Press <Enter> and verify debug output is similar to the following:

s EventDemo 17:14:10 09/22/2008 Pacific Daylight Time
End s EventDemo 17:14:10 09/22/2008 Pacific Daylight Time

6786826 PID:49b002a TID:49d002a Primary
6786826 PID:49b002a TID:49d002a Threadl
6786826 PID:49b002a TID:49d002a Thread2
6786826 PID:49p002a TID:49d002a -- 1
6788647 PID:49b002a TID:49d002a -- 2
6791559 PID:49b002a TID:49d002a -- 3
6791559 PID:49b002a TID:49d002a E1 auto
6791559 PID:49b002a TID:4d50022 T2 1
6793236 PID:49b002a TID:49d002a -- 4
6794827 PID:49b002a TID:49d002a -- 5
6794827 PID:49b002a TID:49d002a E2 manual
6794827 PID:49p002a TID:4d50022 T2 2
6796562 PID:49b002a TID:49d002a -- 6
6796562 PID:49b002a TID:49d002a E1 auto
6796562 PID:49b002a TID:49f002a T1 1

251
250
249



6798442
6800180
6801880
6801880
6801882
6803839
6803839
6805639
6806674
6806674
6806674
6808499
6810354
6812098
6812098
6812098
6812098
6813928
6815698
6817232
6817232
6817232
6818980
6820885
6820885
6820885
6822497
6822497
6822497
6824389
6826793
6828271
6828271
6828271
6830076
6830076
6831919
6833771
6833771
6833771
6835713
6837640
6839533
6839533
6839533
6839533
6841163
6842912
6844504
6844504
6844505
6846250
6848938
6848938
6848938
6851540
6851540
6851540
6853337
6854992
6856724
6856724
6856724
6858369
6858369
6859459
6862226
6862226
6862226
6863947
6865796

PID:
PID:
:49b002a
PID:
PID:
PID:
:49b002a
:49b002a
PID:
PID:
PID:
:49b002a
:49b002a
:49b002a
PID:
PID:
PID:
:49b002a
PID:
PID:
:49p002a
PID:
:49b002a

PID

PID
PID

PID
PID
PID

PID

PID

PID

PID:
PID:
:49pb002a
PID:
:49b002a

PID

PID

PID:
PID:
:49pb002a
PID:
:49b002a

PID

PID

PID:
PID:
PID:
PID:
PID:
PID:
PID:
PID:
PID:
:49b002a
PID:
PID:
PID:
PID:
PID:
PID:
PID:
PID:
PID:
PID:
PID:
PID:
PID:
PID:
PID:
PID:
:49b002a
PID:
PID:
PID:
PID:
PID:
PID:
:49b002a
PID:
PID:
PID:
PID:

PID

PID

PID

49b002a
49p002a

49p002a
49p002a
49p002a

49p002a
49b002a
49b002a

49b002a
49b002a
49b002a

49b002a
49b002a

49b002a

49b002a
49b002a

49b002a

49b002a
49b002a

49b002a

49b002a
49b002a
49b002a
49b002a
49b002a
49b002a
49b002a
49b002a
49b002a

49b002a
49b002a
49b002a
49b002a
49b002a
49b002a
49b002a
49b002a
49b002a
49b002a
49b002a
49b002a
49b002a
49b002a
49b002a
49b002a

49b002a
49b002a
49b002a
49b002a
49b002a
49b002a

49b002a
49b002a
49b002a
49b002a

TID:
TID:
:49d002a
TID:
TID:
TID:
:49d002a
:49d002a
TID:
TID:
TID:
:49d002a
TID:
:49d002a
TID:
TID:
TID:
:49d002a
TID:
TID:
:49d002a
TID:
:49d002a

TID

TID
TID

TID

TID

TID

TID

TID

TID:
TID:
:4d50022
TID:
:49d002a

TID

TID

TID:
TID:
:49d002a
TID:
:49d002a

TID

TID

TID:
TID:
TID:
TID:
TID:
TID:
TID:
TID:
TID:
:49d002a
TID:
TID:
TID:
TID:
TID:
TID:
TID:
TID:
TID:
TID:
TID:
TID:
TID:
TID:
TID:
TID:
:49d002a
TID:
TID:
TID:
TID:
TID:
TID:
:49d002a
TID:
TID:
TID:
TID:

TID

TID

TID

49d002a
49d002a

49d002a
4d50022
49d002a

49d002a
49d002a
4d50022

49d002a

49d002a
4d50022
49d002a

49d002a
49d002a

4d50022

49d002a
49d002a

49d002a

49f002a
49d002a

49d002a

4d50022
49d002a
49d002a
49d002a
49d002a
49d002a
4d50022
49d002a
49d002a

49d002a
4d50022
49d002a
49d002a
49d002a
49d002a
49d002a
4d50022
49d002a
49d002a
49d002a
4d50022
49d002a
49d002a
4d50022
49d002a

49d002a
49d002a
4d50022
49d002a
49d002a
49d002a

49d002a
4d50022
49d002a
49d002a

7
8
9
auto
3
10
manual
11
12
auto
4
13
14
15
auto
5
manual
16
17
18
auto
6
19
20
manual
7
21
auto
2
22
23
24
auto
8
25
manual
26
27
auto
9
28
29
30
auto
10
manual
31
32
33
auto
11
34
35
manual
12
36
auto
13
37
38
39
auto
14
40
manual
41
42
auto
15
43
44
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6867423
6867423
6867423
6867423
6869214
6870231
6871994
6871994
6871994
6873860
6875578
6875578
6875578
6877474

PID:
PID:
PID:
PID:
PID:
PID:
:49b002a
PID:
PID:
PID:
PID:
:49b002a
PID:
:49b002a

PID

PID

PID

49pb002a
49pb002a
49p002a
49p002a
49pb002a
49pb002a

49p002a
49pb002a
49p002a
49p002a

49pb002a

TID:
TID:
TID:
TID:
TID:
TID:
:49d002a
TID:
TID:
TID:
TID:
:49d002a
TID:
:49d002a

TID

TID

TID

49d002a
49d002a
4d50022
49d002a
49d002a
49d002a

49d002a
4d50022
49d002a
49d002a

4d50022

45

auto
16

manual

46

47

48

auto
17

49

50

manual
18

50 shutdown

9. Use the Remote Kernel Tracker to observe interaction between threads that are
using event objects. Try to correlate the events you see with the debug output and

the source code.

Note

This application terminates automatically. If you see the shutdown message in
the debug output, the application has already terminated. If Remote Kernel

Tracker was still running from the last Exercise, you should still be able see the
event information.

» Measure synchronization performance

10. Type s osbench —t 1 and press <Enter> at the Windows CE Command Prompt.
This will run the OSBench utility that tests the performance of various kernel API
calls. This particular command line will limit the testing to events only.

11. Examine the OSBench output. You may wish to compare the performance of
events to other synchronization methods.
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Exercise 3 Semaphore synchronization

In this exercise you will see a simple implementation of synchronization using
semaphores.

> Add the existing SemaphoreDemo subproject to the OS Design

1.

Copy the SemaphoreDemo subproject from the Student files to your OS Design
at C:\WINCE600\OSDesigns\EVMOSDesign\EVMOSDesign.

Right click on the Subprojects node in the Solution Explorer and select Add
Existing Subproject.

Select the SemaphoreDemo.pbpxml file from the SemaphoreDemo folder.

Configure the SemaphoreDemo subproject to be excluded from the image and
always build and link as debug, as documented in Lab 2-2.

» Build SemaphoreDemo subproject

5.

Right click the SemaphoreDemo subproject in the Solution Explorer and select
Build.

» Run application

6.

Select Windows CE Debug from the drop down box in the output window. This
will allow us to see the debug output from the device when we run our test
application.

Type s SemaphoreDemo into the Windows CE Command Prompt window as
follows:

Windows CE>s SemaphoreDemo

Press <Enter> and verify debug output is similar to the following:

6887811 PID:4f2000a TID:4£f9000a
6887838 PID:4f2000a TID:4fal000a
6887891 PID:4f2000a TID:4fc000a
6887943 PID:4f2000a TID:4fal00a
6887994 PID:4f2000a TID:4fc000a
6888015 PID:4f2000a TID:4fa000a
6888045 PID:4f2000a TID:4£9000a
6888066 PID:4f2000a TID:4fc000a
6888117 PID:4f2000a TID:4fal00a
6888168 PID:4f2000a TID:4fc000a
6888219 PID:4f2000a TID:4fa000a
6888246 PID:4f2000a TID:4fc000a
6888270 PID:4f2000a TID:4£9000a
6888297 PID:4f2000a TID:4fa000a
6888348 PID:4f2000a TID:4fc000a

O ~J oy Ul bW

WNEFEF WNWNWEDNDWDNWDN R
P
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6888399 PID:4f2000a TID:4fa000a 2 \ 16
6888451 PID:4f2000a TID:4fc000a 3 \ 17
6888471 PID:4f2000a TID:4fa000a 2 \ 18
6888502 PID:4f2000a TID:4£9000a 1 \ 19
6888522 PID:4f2000a TID:4fc000a 3 \ 20
6888573 PID:4f2000a TID:4fa000a 2 \ 21
6888626 PID:4f2000a TID:4fc000a 3 \ 22
6888677 PID:4f2000a TID:4fa000a 2 \ 23
6888706 PID:4f2000a TID:4fc000a 3 \ 24
6888729 PID:4f2000a TID:4£f9000a 1 \ 25
6888757 PID:4f2000a TID:4fa000a 2 \ 26
6888808 PID:4f2000a TID:4fc000a 3 \ 27
6888885 PID:4f2000a TID:4fa000a 2 \ 28
6888931 PID:4f2000a TID:4fc000a 3 \ 29
6888939 PID:4f2000a TID:4£9000a 1 \ 30
6888982 PID:4f2000a TID:4fa000a 2 \ 31
6889035 PID:4f2000a TID:4fc000a 3 \ 32
6889086 PID:4f2000a TID:4fa000a 2 \ 33
6889137 PID:4f2000a TID:4fc000a 3 \ 34
6889140 PID:4f2000a TID:4fa000a 2 \ 35
6889188 PID:4f2000a TID:4£f9000a 1 \ 36
6889191 PID:4f2000a TID:4fc000a 3 \ 37
6889242 PID:4f2000a TID:4fa000a 2 \ 38
6889293 PID:4f2000a TID:4fc000a 3 \ 39
6889344 PID:4f2000a TID:4fa000a 2 \ 40
6889389 PID:4f2000a TID:4fc000a 3 \ 41
6889395 PID:4f2000a TID:4£f9000a 1 \ 42
6889440 PID:4f2000a TID:4fa000a 2 \ 43
6889491 PID:4f2000a TID:4fc000a 3 \ 44
6889542 PID:4f2000a TID:4fa000a 2 \ 45
6889593 PID:4f2000a TID:4fc000a 3 \ 46
6889596 PID:4f2000a TID:4fa000a 2 \ 47
6889644 PID:4f2000a TID:4£9000a 1 \ 48
6889649 PID:4f2000a TID:4fc000a 3 \ 49
6889701 PID:4f2000a TID:4fa000a 2 \ 50
6889752 PID:4f2000a TID:4fc000a 3 \ 51
6889758 PID:4f2000a TID:4f3000a Shutting down...
6889818 PID:4f2000a TID:4fa000a 2 \ 52

9. Use the Remote Kernel Tracker to observe interaction between threads that are
using semaphore objects. Try to correlate the events you see with the debug
output and the source code.

Note This application terminates automatically. If you see the shutdown message in
the debug output, the application has already terminated. If Remote Kernel
Tracker was still running from the last Exercise, you should still be able see the
event information.

» Measure synchronization performance
10. Type s osbench —t 2 and press <Enter> at the Windows CE Command Prompt.
This will run the OSBench utility that tests the performance of various kernel API

calls. This particular command line will limit the testing to semaphores only.

11. Examine the OSBench output. You may wish to compare the performance of
semaphores to other synchronization methods.

If you are continuing with the next Hands-On Lab, keep your image running.



Lab 4-1: Using the Remote Registry
Editor

Objectives

e Use the Remote Registry Editor to explore and change the device registry.
Prerequisites

e Completed Lab 2-1

Estimated time to complete this lab: 20 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e CEG6.0

e CE 6.0 2006 Roll up

e CE 6.0 Service Pack 1

e CE 2007 Updates upto month 9th month{QFEs}

e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

¢ A running image from Lab 2-1
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Exercise 1 Using the Remote Registry Editor

In this exercise, you will use the Windows CE Remote Registry Editor to examine and
modify the registry on the target device.

» Starting the Remote Registry Editor

1. Select Target | Remote Tools | Registry Editor from the Visual Studio menu.
Click OK to accept the Default Device connection.

Select a Windows CE Device

=@ "Windows CE Dafault Platfarm

F Lancel

2. Wait a few seconds for the connection to be established and for required files to
be transferred to the device.

Note The Remote Registry Editor also displays the registry of your development
workstation under the My Computer tree in the left hand pane. This tree will be
available even if you are not connected to the target device. Make sure you don’t
get confused about which registry you are viewing and/or editing.

» Explore the target device registry

3. In the left-hand pane of the Windows CE Remote Registry Editor, right-click on
Default Device and then click Find. This will bring up the Find dialog.

4. Type NE20001 in the Find dialog and click OK.
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&' Windows CE Remote Registry Editor

Registry  Edit  Miew Connection  Help

Ba| 20| Blen| W] & [Ee|@] 3 [m]m|E )|

- 2 My Computer Name | Data
= #5) E¥M_3530
[+ HKEY_CLASSES_ROOT
[#-[C0] HKEY_CURRENT_LISER
(-0 HKEY_LOCAL_MACHINE
[ HKEY_USERS

inding registry items...

[HKEY_CLASSES_ROOTS ai]

5N

[Ewm_z5a0 [ om

5. The [HKEY_LOCAL_MACHINE\Comm\NE20001] is displayed.
6. Expand the NE20001 key and click on the Parms key.
» Modify the device registry

7. Right click the [HKEY_LOCAL_MACHINE\SOFTWARE] key and select
New | Key.

8. Create a key called GeneriCo and click OK.
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"' Windows CE Remote Registry Editor

Registry  Edit  Miew Connection  Help

Ba| 20| Tele| W] 5[] 3 ]| 3]

] HKEY_CLASSES_ROOT A | | Mame | Data
(L] HKEY_CURRENT _LISER (8] (Default) fvalue not set)

=1(C HKEY_LOCAL_MACHINE
D AudioCompressionfds
D Comm

D Drivers

D Drivers32

[#-{_] Explarer

D ExtModems

-2 HARDWARE

lGeneriEd

Ok I Cancel

-] OMAPPM
-] Services

; D Time Zones
D uiproxy

#]-(] Windows CE Services
<l T | B
|[E'-J'IVI_SESD'I,HKE\"_LOCF\L_MRCHINE'I,SOFTWF\RE] M

9. Right click on the new GeneriCo key and select New | String Value.
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&' Windows CE Remote Registry Editor,

Registry  Edit  Miew Connection  Help

B oo Blen| B 4[0]0] 3 |a)m[s|m)

+- (1 HKEY_LassES_ROOT 4| [ Name | Data
+-[L] HKEY _CURRENT_LISER (DeFauIt) [valus nok sek)
=L HKEY_LOCAL_MACHINE
+1-(_] AudicCompressiontiz
+-[_1] Comm
+-[_] Drivers
D Drivers32
+-[_1] Explorer
+-[_ ExtModems
+1-(_]] HARD'WARE
(2 1dent
+-[ init
(2 Loader
(2 mun
+-[ nls
(23 natify
+-[_] OMARPM:
+-[_] Services
(2 shimEngine
+ D Snd
-] SOFTWARE

+-[_1 Apps
A

(] Micros) Expand
+-[] Svstem
+-(] TAPI
Ea [ | T!me Fane A

[ viprasy Tulki String Yalue
¢ = ' Find Chrl+F Einary Yalue

[EVM_3530MHKEY_LOCAL | Copy Key Hame DWORD Value MUM
e

Pozn » gwi. | Db, &)g: 609pM

Delete Del

String Yalue

10. Create the string value with the name MyString, and the value MyStringValue.

11. Click OK to create the value.



6 Lab 4-1 Using the Remote Registry Editor

;' Windows CE Remote Registry Editor
Registry  Edit  Miew Connection  Help

o e e L L = I N L )

] HKEY_CLASSES_ROOT A | | Mame | Data
(L] HKEY_CURRENT _LISER (8] (Default) fvalue not set)

=L HKEY _LOCAL_MACHINE
D AudioCompressiontdz
D Carmm
[#-{Z] Drivers
D Drivers3Z . —
(23 Explorer New String Value |£|
D ExtiModems
-] HARDWARE
(27 1dent -
& init lM_l,lStnng
{27 Loader
(23 Mur
8 :lostify IMyString\-"aIue.
-] OMAPPM
(] Services oK I Cancel
{21 shimEngine
D Snd
-] SOFTWARE
{0 Apps
a GeneriCo

Mame:

W alue:

W Ter,, | & Mic... Tl Wi, Fmc., Pz -

12. Right click on the GeneriCo key and select New | Binary Value. This will bring
up the New Data Value dialog.
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Registry  Edit  Miew Connection  Help

Eg

|| W £le] 3=

24| 0)|

+1-[_] HKEY_CLASSES_ROOT A | | Mame

| Data

+-{Z]] HKEY_CURRENT_USER 3] (Defaul)
=21 HKEY_LOCAL_MACHINE [38]yString
+1-(_] AudicCompressiontiz
+-[_1] Comm
+-[_] Drivers
D Drivers32
+-[_1] Explorer
+-[_ ExtModems
+1-(_]] HARD'WARE
(2 1dent
+-[ init
(2 Loader
(2 mun
+-[ nls
(23 natify
+-[_] OMARPM:
+-[_] Services
(2 shimEngine
+ D Snd
-] SOFTWARE

+-[_1 Apps

A
+-[] Micr
+-(] TAPI Delete Del
+-_] Time 2ol Rename
D uiproxy

Expand

Fird Chr+F
<

[EYM_35300HKEY_LOCAl
—_—

Copy ke Marme

(value not set)
Iy StringWalue.

Key

Skring Yalue

O Lab.., &5 Gi10PM

13. Create a binary value with the name MyBinaryValue. In the Value box, type
0123456789abcdef and click OK. Notice that the editor groups the entry into
bytes, and adds an ASCII translation of the values in the right column of the value
box.
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&' Windows CE Remote Registry Editor

Registry  Edit  Miew Connection  Help

Pl | Wl @] 5]|E

] HKEY_CLASSES_ROOT | BAETAREIEREIIT
{1 HKEY_CURRENT_UUSER
=120 HKEY_LOCAL_MACHINE
D AudioCompressionfds
D Camm IMyBinar_l,l\-"aIue
D Drivers

M arne;

W alue:
gooo 01 23 45 87 89 AB CD EF #Eg. 11
ooog

-] Services
D ShimEngine
D Snd

=110 SOFTWARE

GeneriCo
{23 Microsoft
D System — ,TI Cancel
- TAPL

D Time Zones
D uiproxy e

£ 111} | >
![E'v'l\-"l_353D'I,HKE\"_LOCF\L_I""IF\CHINE'I,SOFTWF\RE'I,GBHBHCD] LI |

& Mic... T Wi Bzn -

Note You can also edit the ASCII translation area of this dialog box instead of typing in
binary values. There is no visible differentiator between the two areas in the
dialog, just click your mouse in the far right hand area if you wish to enter ASCII
text.

14. Right-click on MyBinaryValue and select Delete.

15. Confirm your intention to delete by clicking Yes.
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AEH

Ea

|| W £]|e] 3=

+-_] HKEY_CLASSES_ROOT | | Mame | Data

2]

+-[L] HKEY _CURRENT_LISER (DeFauIt) {valus nok sek)
=1-{L0 HKEY_LOCAL_MACHINE MyString My StringWalue.
#-(1 AndioCompressiontz | |28y Binaryvalue 01 23 45 67 59 AB €0 EF
+-[_] Comm
+-[_] Drivers
D Drivers32
+-[_1] Explorer
+-[_1 ExtModems
+1-(_] HARD'WARE
(2 1dent
+1-(_ init P
(2 Loader \_./ Are you sure that you want bo delete this registry value?
(23 mun
+-[ nls
D natify s Mo
+-[_] OMARPM:
+-[_] Services
(2 shimEngine
+ D Snd
-1+ SOFTWARE
+-[_1 Apps
a GeneriCo
+-[_1 Microsoft
+1-(_]) Swstem
+1-(_]) TaRI
+1-(_7] Time Zones
D uiproxy -
< | b

Confirm Registry Yalue Deletion

[EYM_35301HKEY_L OCAL_MACHINE\SOFTWARE | GeneriCal LM
— — = 7 R,
igstart [ e [Ere., [@wiec. [Lewi. [ Amc. LZH v g W ab..  ®)gi 6:13PM

16. In the left-hand pane, right click on GeneriCo and select Rename.
17. Type GeneriCo2 and press Enter.
> Save a portion of the device registry to a file on the development workstation

18. In the left-hand pane of the Remote Registry Editor, highlight the
[HKLM\SOFTWARE\GeneriCo2] key.

19. Select Registry | Export Registry File from the Remote Registry Editor menu.

20. Save the file to your desktop as MyDeviceRegKey.txt.

WARNING 1t is possible to merge an exported Windows CE registry file into the
registry of your desktop system. This can result in catastrophic corruption
of the registry on your workstation. So be careful!

21. Open the MyDeviceRegKey.txt file using Visual Studio.
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22. Observe that the format of the Windows CE registry file is identical to that used
in other version of Microsoft Windows.

23. Close and delete MyDeviceRegKey.txt

24. Close the Remote Registry Editor.



Lab 4-2: Power Management

Objectives

Introduce the Windows Embedded CE 6.0 power management architecture
Utilize portions of the CE 6.0 Power Management architecture
Become familiar with several Power Management APIs

Allow a test application to receive notification about system power events and to
put power requirements into place

Prerequisites

Completed Lab 2-1

Estimated time to complete this lab: 30 minutes

Lab Setup

To complete this lab, you must have:

A development workstation running Windows XP

Visual Studio 2005 (Version 8) with Platform Builder plug-in
CE 6.0

CE 6.0 2006 Roll up

CE 6.0 Service Pack 1

CE 2007 Updates upto month 9th month {QFEs}

CER2

CE 2007 Updates 11th and 12th month {QFES}

CE 2008 Updates

A running image from Lab 2-1
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Exercise 1

This exercise demonstrates portions of the Windows Embedded CE 6.0 power
management architecture. Several of the power management APIs are used, allowing the
test application to receive notification about system power events and to put power
requirements into place.

This lab will make use of the backlight driver to demonstrate the interaction between
applications and drivers in the realm of power management. We will modify a portion of
the existing backlight driver to better illustrate these concepts. We will rebuild the OS
run-time image to include the modified backlight driver and the test application.

> Add the existing Power_Management subproject to the OS Design

1.

Copy the Power_Management subproject from the Student files to your OS
Design at C:\WINCE600\OSDesigns\EVMOSDesign\EVMOSDesign.

Right click on the Subprojects node in the Solution Explorer and select Add
Existing Subproject.

Select the Power Management.pbpxml file from the Power Management
folder.

This time, do not configure the subproject to be excluded from the image or built
as debug. We will rebuild the OS run-time image including the modules from this
subproject.

» Modify existing backlight driver

5.

Expand the node C:/WINCE600 | PLATFORM | EVMBSP | src | drivers
backlight | MDD | Include Files in the Solution Explorer.

Double click the file bkli.h to open the file in the Visual Studio editor.
Locate the #define ZONE_BACKLIGHT near the top of the file, and set it to 1.

This will cause the backlight driver to print debug messages when implementing
power management requests.

» Examine registry changes

8.

9.

Locate the Power Management subproject in the Solution Explorer.

Open the file Power Management.reg in the Parameter files node.

10. Examine the registry entries under

[HKLM\System\CurrentControlSet\Control\Power\State]. These registry
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entries override the default behavior for the backlight driver in each of the named
system power states. They cause the backlight driver to default to its low power
state instead of operating in its normal full power state.

29 EVM_3530 - Microsoft Visual Studio

Fil= Edit View Project Buld Debug Target Tools  Window  Community  Help

e RN = W= N EENE - u -~ = b TIEWM_3530_ - Plstform Builder {_TETCPU) - [

4 7

A a3l LAt Sk il 2 R, A (d &l ld 513 & 5 )
Device: CE Device - %EI QEI =
Solution Explorer - Solution 'EVM_3530" ... » B X ower_Management.reg [ Stdafx.h [ apio_backlight.cpp tled_backlight . cpp - X
= | EY_CLASSES_ROOT | Mame Type Data
(= LeakingMemary (E:/WINCESD0/0S| A E:—Eggffr:dl—gjﬁg =] (Defaul) REG_S5Z [value not set]
@ MutexDemo (E: MINCESD0OSDes lS‘FSTEM =
= @ Power_Management (E: (W INCESD
) = CurrentControlS et
1 Include files C |
= [ Parameter files == Dn::l'D
=) Power_Management. bib =& _'_
5= Power_Management. dat Egry ~ 'd'
%| Power_Management.db 03 On
P = 1 Spstemidle
ower_Management.reg Usedd
ProjSysgen.bat [Tj seide
73 Resnirre files b [ Timeouts b
< | > 8 S >
L“-’f*;Solution Ex... |@)catalogIte.., @Class e [l Source
Qukpuk «~ 0 X
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11. Examine the registry entry under
[HKLM\System\CurrentControlSet\Control\Power\Timeouts]. This changes
the timeout period used by the Power Manager to determine when to move to the
User Idle state.
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29 EVM_3530 - Microsoft Visual Studio
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[ T Lab 4-2_EM.doc - M.,

Note The registry entries contained in subprojects are processed last when building the
OS run-time image. These registry entries override any entries that are defined by
operating system components or the BSP.

» Build and run the updated OS run-time image

12. Select Target | Detach Device from the Visual Studio menu to detach the
existing device image.

13. Close any remote tools that you may have open.

14. Select Build | Advanced Build Commands | Build Current BSP and
Subprojects from the Visual Studio menu.

15. Select Target | Attach Device from the Visual Studio menu to re-attach the
device.

> Examine Power_Management application

16. Open the Power_Management.cpp file from the Power Management subproject
using Solution Explorer.
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17. Locate the PowerNotificationThread function. This secondary thread requests
notification about power management events using the
RequestPowerNotifications API. This thread allows the application to print out
a message each time the system power state changes.

18.

Locate the WinMain function. This function calls the SetPowerRequirement

API against the backlight driver, forcing the backlight driver into a higher power
state (D0). The ReleasePowerRequirement allows the backlight to return to its
normal state (D4).

» Run Power Management application

19. Launch the Power_Management.exe application using Target | Run Programs
from the Visual Studio menu.

20. Observe debug messages in the Qutput window similar to the following:

76711
76711
76711
76711
76711
76711
76711
76711
76711
76711
76711

PID:
PID:
PID:
PID:
PID:
PID:
PID:
PID:
PID:
PID:
PID:

423000e
423000e
423000e
423000e
423000e
423000e
423000e
423000e
423000e
423000e
423000e

TID

TID:
TID:
TID:
:43£000e

TID

TID:
TID:
TID:
TID:
TID:
TID:

:43£000e

43£000e
43f000e
43f000e

43f000e
43f000e
43f000e
43£000e
43f000e
43f000e

Power Notification Message: PBT POWERINFOCHANGE
Length: 28

BatteryLifeTime = -1
BatterFullLifeTime = -1
BackupBatteryLifeTime = -1
BackupBatteryFulllLifeTime = -1
ACLineStatus = 255

BatteryFlag = 255
BatteryLifePercent = 255
BackupBatteryFlag = 255
BackupBatteryLifePercent = 255

Analysis

These messages come from the PowerNotificationThread, which received
a PBT POWERINFOCHANGE message. This message provides
information from the battery driver about the state of the power sources on
the device.

21. Click the OK button on the Power dialog box on the device. Observe the
following debug messages in the Visual Studio Output window:

150459
150459
150459
150459
150459
150459
150459

PID:
PID:
PID:
PID:
PID:
PID:
PID:

423000e
423000e
423000e
423000e
423000e
423000e
423000e

TID:
TID:
TID:
TID:
TID:
TID:
TID:

Followed shortly by:

450461
450461
450461
450461

PID
PID
PID
PID

:423000e
:423000e
:423000e
:423000e

TID:
:43£000e
TID:
TID:

TID

43f000e
43f000e
43f000e
43f000e
43£000e
43f000e
43f000e

43f000e

43f000e
43f000e

Power Notification Message: PBT_ TRANSITION
Flags: 11000000

Length: 18

SystemPowerState: on

BKL_ IOControl IOCTL code = 3280904

BKL: Received IOCTL POWER SET
IOCTL_POWER SET to DO

Power Notification Message: PBT_TRANSITION
Flags: 0

Length: 22

SystemPowerState: systemidle
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Analysis These messages show a system power state change to on, because we
clicked a button on the screen. In addition, the backlight driver was forced
to move to the DO state because the application called
SetPowerRequirement against it. The application subsequently received
notification that the device changed to a system power state of useridle
after 5 seconds of inactivity.

22. Click the OK button on the Power dialog box on the device. This will cause the
application to release the power requirement on the backlight, resulting in debug
message output similar to the following:

150459 PID:423000e TID:43f000e Power Notification Message: PBT_TRANSITION
150459 PID:423000e TID:43f000e Flags: 11000000

150459 PID:423000e TID:43f000e Length: 18

150459 PID:423000e TID:43f000e SystemPowerState: on

150459 PID:423000e TID:43f000e BKL IOControl IOCTL code = 3280904
150459 PID:423000e TID:43f000e BKL: Received IOCTL POWER SET

150459 PID:423000e TID:43f000e rocTi_PoweR SET to DO

450461 PID:423000e TID:43f000e Power Notification Message: PBT TRANSITION
450461 PID:423000e TID:43f000e Flags: 0

450461 PID:423000e TID:43f000e Length: 22

450461 PID:423000e TID:43f000e SystemPowerState: systemidle

23. Click the OK button on the Power dialog box again. This will cause the
application to exit.



Lab 5-1: Static and Dynamic Libraries

Objectives

e Create simple static library
e Link the static library with a dynamic library

e Link the dynamic library with an executable
Prerequisites
e Completed Lab 2-1

Estimated time to complete this lab: 45 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e CEG6.0

e CE 6.0 2006 Roll up

e CE 6.0 Service Pack 1

e CE 2007 Updates upto month 9th month{QFEs}

e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

¢ A running image from Lab 2-1
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Exercise 1 Create a static library (LIB)

In this exercise you will create a static library with routines that you will later link to
when you build a dynamic library and an executable.

Note

This exercise involves a bit of typing; if you perfer you may copy the text from
the Student files.

» Create a static library subproject

1.

Select Project | Add New Subproject... from the Visual Studio menu. This will
bring up the Windows CE Subproject Wizard.

Select the WCE Static Library template.

Set the Subproject name to Power_Status and click Next.
Check the Precompiled header box.
Click Finish.

Configure the Power_Status subproject to be excluded from the image and
always build and link as debug, as documented in Lab 2-2.

> Create files

7.

Right click on the Power_Status subproject in the Solution Explorer and select
Add | New Item...

Select the Code category, the C++ File (.cpp) template, and then type
Power_ON_OFF in the name field.
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Add New Item - Power_Status (C:\WINCE600\0SDesigns\Training0SDesign\Training0SDesign\Powe. .. |E”'52|

Categories: Templates: |@:
1= Platform Builder for CE 6.0 Visual Studio installed templates
- Code
i Resource {4 C++Fie (.cpp) [g] cFile (.c)
Utility ﬂ Header File {.h) @Midl File {.idl)

ﬁModuIe-Deﬁnition File (.def)

|+ 5earch Online Templates. ..

Creates a file containing C++ source code |

Marme: i Power_OMN_OFF |

9. Click on Add to add the new file.

10. Right click on the Power_Status subproject in the Solution Explorer and select
Add | New Item...

11. Select the Code category, the Header File (.h) template, and then type
Power_Status in the name field.

12. Click on Add to add the new file.

13. Using the Solution Explorer, locate the Power_ON_OFF.cpp file in the
Power_Status subproject and open it.

14. Add the following code to the Power ON_OFF.cpp file:

#include "stdafx.h"

LPCTSTR g_StrOn = L"Power is on";
LPCTSTR g _StrOff = L"Power is off";

LPCTSTR PowerOn ()
{

return g StrOn;

}
LPCTSTR PowerOff ()

{
return g StrOff;

}
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15.

16.

17.

18.

19.

20.

21.

Save and close Power ON_OFF.cpp.
Expand the Include files node in the Power Status subproject and open stdafx.h

Add an include for <windows.h> as follows:

// TODO: reference additional headers your program requires here
#include <windows.h>

Save and close stdafx.h.

Using the Solution Explorer, locate the Power_Status.h file in the Power_Status
subproject and open it.

Add the following to Power_Status.h:

extern LPCTSTR PowerOff (void) ;
extern LPCTSTR PowerOn (void) ;

Save and close Power_Status.h.

» Build the library

22.

Right click the Power_Status subproject in the Solution Explorer and select
Build.
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Exercise 2 Create a dynamic library (DLL)

In this exercise you will create a dynamic library that will link with the static library you
created previously.

Note

This exercise involves a bit of typing; if you perfer you may copy the text from
the Student files.

» Create the dynamic library subproject

1.

2.

Select Project | Add New Subproject... from the Visual Studio menu.

Select the WCE Dynamic-Link Library template.

Set the Subproject name to ScanBarcode and click Next.

Select A simple Windows Embedded CE DLL subproject and click Finish.

Configure the ScanBarcode subproject to be excluded from the image and
always build and link as debug, as documented in Lab 2-2.

» Edit source files for DLL project

6.

10.

11.

In the Solution Explorer, right-click on the ScanBarcode subproject, and then
select Add | New Item...

Select the Code category, the Header File (.h) template, and then type
ScanBarcode in the name field.

Using the Solution Explorer, open the ScanBarcode.h file from the ScanBarcode
subproject.

Add the following code to the ScanBarcode.h file:

#include <windows.h>

EXTERN C LPCTSTR ScanBarcode (void) ;
EXTERN C LPCTSTR ScanPowerOff (void);
EXTERN C LPCTSTR ScanPowerOn (void) ;

Using the Solution Explorer, open the ScanBarcode.def file from the Parameter
files node in the ScanBarcode subproject.

Add the following to the DEF file:

LIBRARY ScanBarcode
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EXPORTS
ScanPowerOff
ScanPowerOn
ScanBarcode

12. Save and close ScanBarcode.def.

13. Using the Solution Explorer, open the ScanBarcode.cpp file from the
ScanBarcode subproject.

14. Add an include statement for Power_Status.h as follows:

// ScanBarcode.cpp : Defines the entry point for the DLL
application.

//

#include "stdafx.h"
#include "Power Status.h"

BOOL APIENTRY Dl1lMain( HANDLE hModule,
DWORD ul reason for call,
LPVOID lpReserved
)

return TRUE;

15. Add the following code snippet to ScanBarcode.cpp after the inclusion of
Power Status.h.

LPCTSTR g_StrScan = L"123456789ABC";

EXTERN C LPCTSTR ScanBarcode (void)
{

return g StrScan;

}

EXTERN C LPCTSTR ScanPowerOn (void)
{

return PowerOn () ;

}

EXTERN C LPCTSTR ScanPowerOff (void)
{

return PowerOff ();

}

16. Save and close ScanBarcode.cpp.
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» Link to static library

17.

18.

19.

Right click on the ScanBarcode subproject node in the Solution Explorer, and
then select Open. The ScanBarcode SOURCES file will open.

Locate the section of the file containing TARGETLIBS.

Add a reference to the Power_Status.lib static library by modifying this section as
follows:

TARGETLIBS= \
$ (_PROJECTROOT) \cesysgen\sdk\1ib\$ (_CPUINDPATH) \coredll.lib \
$ (PBWORKSPACEROOT) \Power_Status\obj\$ (_CPUINDPATH) \Power_Status.lib \

Note

The trailing backslash characters on each line are line continuation characters.
Ensure that there is no white space after them. Also, ensure that there is a blank
line following the last line.

20.

Add the path to directory containing the Power Status.h header file by adding the
following to the bottom of the SOURCES file:

INCLUDES= \
$ (PBWORKSPACEROOT) \Power Status \

Note

Ensure that there is at least one blank line prior to the line containing the
INCLUDES directive. This ensures that there are no line continuation characters
prior to this statement that are still in effect.

21.

22.

23.

24.

Save and close the SOURCES file.

Right click on the ScanBarcode subproject in the Solution Explorer and select
Properties.

Select the C/C++ tab and observe the Include Directories entry. Notice that the
directory you just added with the INCLUDES directive in the SOURCES file is
listed here.

Select the Link tab and observe the Additional Libraries entry. Notice that the
library you just added with the TARGETLIBS directive in the SOURCES file is
listed at the end of this line.

Note

The SOURCES file itself controls the build rules for the subproject. The
graphical user interface shown here provides an alternate way to view and modify
this file.
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25. Select Cancel to close this dialog without making any changes.
> Build the library

26. Right click the ScanBarcode subproject in the Solution Explorer and select
Build.
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Exercise 3 Create an executable (EXE)

In this exercise you will create an executable that uses functionality from the dynamic
library you just created.

» Adding existing application subproject

1.

Copy the BarcodeDIITest subproject from the Student files to your OS Design at
C:\WINCE600\0SDesigns\EVMOSDesign\EVMOSDesign.

Right click on the Subprojects node in the Solution Explorer and select Add
Existing Subproject.

Select the BarcodeDIITest.pbpxml file from the BarcodeDIITest folder.

Configure the BarcodeDIITest subproject to be excluded from the image and
always build and link as debug, as documented in Lab 2-2.

> Add reference to dll

5. Right click on the BarcodeDIITest subproject in the Solution Explorer and select
Open.
6. Add the following to the bottom of the file:
INCLUDES= \
$ (PBWORKSPACEROOT) \ScanBarcode \
Note Ensure that there is a blank line preceding the INCLUDES directive. Ensure there
is no whitespace after the trailing backslashes.
7. Locate the TARGETLIBS directive and add a reference to ScanBarcode.lib as
follows:
TARGETLIBS= \
$ (_PROJECTROOT) \cesysgen\sdk\1ib\$ ( CPUINDPATH) \coredll.lib \
$ (PBWORKSPACEROOT) \ScanBarcode\obj\$ (_ CPUINDPATH) \ScanBarcode.lib \
Note Ensure that there is a blank line after the line containing ScanBarcode.lib. Ensure
there is no white space after the trailing backslashes.
8. Save and close the sources file.
9. Right click on the BarcodeDIITest subproject and select Build.
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> Run the BarcodeDIllTest application

10. Launch BarcodeDIlITest.exe using Target | Run Programs from the Visual
Studio menu.

11. The BarcodeDlITest.exe application will present the following user interface.
You can exercise it by clicking on the various buttons.

ﬁ RelDir - Emulator for Windows Embedded CE

File Flash Help

() & Digit
Power CFf @ 12 Digit

Show Code

This simple application makes calls into the linked Scanbarcode.dll dynamic library,
which includes functionality from the Power Status.lib static library. You may wish to
set breakpoints on functions in these modules and view the call stacks to see how they are
eventually called from the application.



Lab 5-2: Command Line Build

Objectives
e Learn how some of the build commands available in the Visual Studio IDE map
to command line actions

e Compare IDE and command line build mechanisms
Prerequisites
e Completed Lab 2-2

Estimated time to complete this lab: 20 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e CEG6.0

e CE 6.02006 Roll up

e CE 6.0 Service Pack 1

e CE 2007 Updates upto month 9th month {QFEs}

e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

¢ A running image from Lab 2-2
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Exercise 1 Project build in command line

This exercise will demonstrate how some of the build commands available in the Visual
Studio IDE map to command line actions. All of the build commands that are accessible
from the Visual Studio IDE eventually resolve to command line actions. You will see
how to determine what these mappings are.

We will use the MyHelloWorldApp subproject that we created at the beginning of this
course to point out some of the build commands.

> Build the MyHelloWorldApp subproject from the IDE
1. Detach the target if attached.

2. Right click on the MyHelloWorldApp subproject and choose Build. Observe the

Build Output window.
Show output from:  Build =l 3 & s &=

—————— Build started: Project: EWVM_ 3530, Conficuration: TI_EWM 3530_APRPMW4T Felease Platform Buil A
E:ZTTINCESOD Y 08D es o 3= = P g EVM 2830\ MyHe lloWor 1dApph sources

BUTILD: [Thrd:Secquence: Type
EUILD: [00:0000000000:FPRAOGE
BEUILD: [00:0000000001:FPRAOGE
EUILD: [00:000000000Z:PROGC
EUILD: [00:00000000032: PROGC

Mas=zage

1
] Build started with parameters:

] Build started in directory: E:AWWINCE&OOWO0SDesignshSample03DesicnhE

1 Checking for E:\TWINCEGOOh=dkibinhilf8chsrocheack. exea.

1 Punning passes WCEFILEZ0, MIDL, MC, ASMN, THUNE, PRECOMPHEADER, COM
EUILD: [00:0000000004:PROGC 1 Computing include file dependencies:

EUILD: [00:0000000005:PRAOGC ] Checking for 3DE include directory: E:WZWINCESOOhsdki\CEiinc.

EUILD: [00:000000000&:PROGC ] Scan E:\WINCEEOOWOSDesigns'\SanplelSDesigqutEVM 2E300MyHelloWorldlipp
EUILD: [00:0000000007:PROGC 1 Saving E:\WINCECOOWOSDesiguns'Sample0SDhesicmn' BV 35303 MyHelloWorldld
EUILD: [00:0000000011:FPROGC 1 Building PRECOMPHEADER Pass in E:WWWINCEGOO4WOSDesigns)SampledsDesig
EUILD: [01:000000002&6:PROGC ] Create precompiled header Stdifx b obiWARMV4IhretailhScdifx.obj E:
EUILD: [00:0000000021:PROGC ] Puilding COMPILE Pass in E:\WINCESOOYOSDesigms'\Sample0SDesign’\ EVM
EUILD: [0l:0000000046:PROGC 1 Besource Compiling .WMyHelloWorldbpp.rc

EUILD: [0l:0000000051:PROGC 1 Compiling .WMyHelloWorldipp.cpp

BUILD: [00:0000000058:PROGC ] Building LINE Pass in E:\WINCEE0D,0S5Desicms'SawpleDSDesicn\EVH 353
£ >

3. Observe the circled commands. This is a compound statement that consists of
two commands. First, the environment variable WINCEREL is set to 1 and then
the build command is issued.

4. Select Build | Targeted Build Settings | Make Run-Time Image After
Building on the Visual Studio menu. Selecting this menu item should cause it to
become checked.

Note We disabled this option previously because we generally did not want the run-
time image to be built after each targeted build. We are enabling it here to show
its functionality.
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5. Clear the Build Output window by right clicking in it and selecting Clear All.

6. Right click on the MyHelloWorldApp subproject and choose Rebuild. Observe
the Build Output window.

Show autpuk From:  Build =l 5 &= =
—————— Build started: Project: EWVM_ 3530, Conficuration: TI_EWM 3530_ARMW4T Release Platform Buil A

E:WTTINCEEQDY03Des] = HelloWorldipph sources
Btarting Buil@: set WINCEREL=l44build -cidimakeimg

BUTILD: [Thrd:S8ecquence: Type
EUILD: [00:0000000000:PRAOGE
EUILD: [00:0000000001:PRAOGE
BEUILD: [00:000000000Z:PROGE
EUILD: [00:0000000003: PROGC

] Message
] Build started with parameters: -o
] Build started in directory: E:WWINCE&OOWO0ESDesignshSampleliDesicntE
1 Checking for E:\WINCEGOOh=dkibinhi38csrocheck. exe.
] Punning passes WCEFILEZ0, MIDL, MC, ASN, THUNE, PRECOMPHEADER, COM
BUILD: [00:0000000004:PROGC ] Ignoring build databasze (-c specified).
EUILD: [00:0000000005:PROGC 1 Computing include file dependencies:
EUILD: [00:000000000&:PRAOGC ] Checking for 3DE include directory: E:WZWINCESOOhsdki\CEiinc.
BEUILD: [00:0000000007:PROGC ] Scan E:\WINCEEOOWOSDesigns'\SanplelSDesigqutEVM 2E2300MyHelloWorldipp
EUILD: [00:0000000002:PROGC 1 Saving E:\WINCECOOWOSDesiguns'Sample0SDhesicn' BV 3530 MyHelloWorldid
EUILD: [00:000000001Z:PROGC 1 Building PRECOMPHEADER Pass in E:WWWINCEGOO4WOSDesigns)Sample0sDesig
EUILD: [01:0000000027:PROGC ] Create precompiled header Stdifx b obiWARMV4IhretailhStcdifx.obj E:
EUILD: [00:000000002Z:PROGC ] Puilding COMPILE Pass in E:\WINCESOOYOSDesigms'\Sample0SDesign’\ EVM
EUILD: [01l:0000000047:PROGC 1 Resource Compiling .WMyHelloWorldipp.rc
EUILD: [01:000000005Z:PROGC ] Compiling . WMyHelloWorldipp. cop ¥

7. Observe the circled commands. This time there are three commands. The build
command has the —c parameter, causing clean build to be performed. The clean
build was performed because we chose Rebuild instead of Build from the menu.
The last command is makeimg, which builds the OS run-time image. This
command is performed because we selected the option to Make Run-Time
Image After Building for targeted builds.
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> Build the MyHelloWorldApp subproject from the command line

8. Right click on the MyHelloWorldApp subproject and select Open Build
Window. The following window is displayed:

v EWM_3530 - TI_EVM_3530_ARMV4| Release

=
=

Note This is not a generic DOS command shell. This command shell has been
automatically configured for Windows Embedded CE 6.0 builds. You can not
simply launch a generic DOS command shell and be able to do CE builds without
configuring the build environment properly.

9. Type set at the command prompt and press <Enter>. Observe the many
environment variables specific to Windows Embedded CE that have been
configured. Notice that WINCEREL is one of those variables.



v EWM_3530 - TI_EVM_3530_ARMV4| Release
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BEE

SUSCEN USB HTD
: I5l D_
E JCELOR .I
; ) ;
u Hoo DOLS
E DO ADMIN .
P [0 AD M OCH
) DOMA
USERNANM q
USIN P VORI PACE. ERUT RO I
1 5 B C 0 . Qi) : : 0 A 0s0 0 0 0 00
0D
DER
(i)
i 0 050 0 0
) 0 D 0 0 P 0 -
Note The WINCEREL environment variable causes the build mechanism to
automatically copy the build output files to the flat release directory. This makes
the build output files immediately available to be included in the OS run-time
image, or to be loaded from the flat release directory using the debug shell.
10. Type build —c at the command line.
11. Compare the build output here with the information in the Build Output window.

Notice that they are the same.

e EWM_3530 - TI_EVM_3530_ARMV4| Release

ITLD A1 : IPEPEOAG RO r : " ol 7 -
) A : APAPARAL A7 : PRO AR08 De e 08 De

] :
: AP A9 Do

0

) Ap A A A
) AP 3 3 3
) Ap : - 3 3
) Ap Reso A A
) AC MAS M 3 3 3
) Ap ASH A A 3
D AL MASH A A B
) Ap Pe A A A
) C 3 3
) A 3 3 3
) AL A A A
) AL A A
) AL ) A A A
) AP : - 3 3 3
) AL A A A
) AL 0 A A A
) AL 0 A A A
)
) AL - 5 5
. -
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12. Type makeimg at the command line. This command causes the OS run-time
image to be built.

13. Compare the makeimg output here with the corresponding portion in the Build
Output window. Notice that they are the same.

EVM_3530 - TI_EVM_3530_ARMV4I| Release - makeimg

Re 1DivsT1I_EUM_3538_ARMU4I_Release“reginit.ini E:\HINCEEEB\OSDESigns\SampleOSDesil’
i ~EUM_3538%~Re 1Dir~TI_EUM_3538_ARMU4I_Release“postproc™common .reqg E:“WINCE6BB-0S
DezignssSample0SDesign~EUM_3530~Re1Dir~TI_EUM_3538_ARMU4I_Release“postproc™dcom.
reqg E:~WINCE6BAB-05Designs~Sample0SDesign~EVM_3538~RelDir~TI_EUM_3530_ARHU4I_Rele
ase~postprochgdiex.reg E:S\WINCEeBAOSDesigns“Sample0SDesign EUM_3538“Rel1lDiv~TI_E
UM_3538_ARMU4] _HRelease“postprochie.reg E:SWINCE6GBBE~0SDesigns“Sample0SDesign~EUM
3530~Re 1Div~TI_EUM_353@_ARMU4I _Releasespostprochscript.reg E:~WINCE6GHA~05Dezigns
~SampleOSDes ign~EUM_3538~Re 1Dir~TI_EUM_3538_ARMU4]_Release“postproc seruers.req
E:“WINCEGBB-05Designs“Sample0SDes ign~EVM_3538Re 1Dir~TI_EUM_3530_ARMU4]I_Release“
postprochshell.reg E:“\WINCEGBA05Designs™Sample0SDes ign~EUM_3538~Re1Dir~TI_EUM_3
L3IW_ARMU4I _Releasespostprocweceshellfe . reg E:SWINCE&GBB~05Designs~Sample0SDesign™
EUM_3538~Rel1lDir~TI_EUM_3530_ARMU4I_Releasespostprocwceappsfe.reg E:\WINCEsRBB-0S
Designs~Sample0SDes ign“EUM_3538“Re 1lDir~T1I_EUM_35308_ARMU4]I_Releasespostprochdirec
tx.reg E:SWINCEGBAO0SDesigns™Sample0SDes ign~EUM_35368~Re 1Dir~TI_EUM_3538_ARMU4I_R
elease~postprocsdatasync .reg E:SWINCE&GBO~05Designs SampledSDesign~EUM_3538~Rel1Di
. T1_EUM_3538_ARMU4]_Releasespostprocwnetcfuv?.reg E:~WINCE6AB~05Designs~Sampleds
Design~EUM_3538“Re 1Dir~TI_EUM_35%38_ARMU4]_HRelease“postprocnetcfv3b.reg E:“WINCE
bBE~05DesignssSample0SDes ign™»EUM_3538~Re 1Dir~TI_EUM_3538_ARMU4I_Release“postproc
MNSOQLCE.reg E:~WINCE&BANOSDesignzsSample0SDes ign~EUM_353@~Re 1Dir~TI_EUHM_353@_ARHU
4] _Release~postproc~cellcore.reg E:“\WINCEGBBA~05Dezigns~Sample0SDesign~EUM_35%360~R
e 1Div~TI_EUM_3538_ARMU4]_Releaseswpostprocsproject.reg E:“\WINCEcBB-08Designs~Samp
le0SDes ign~EUM_3538~Re 1Dir~TI_EUM_35%308_ARMU4I_Release“postprochplatform.reg E:l
INCE6BB~08Designs~Samnple0SDes ign~EUM_3530~Re 1Div~TI_EUM_3538_ARMU4I_Release“post
proc~PBUserProjects.reqg

e EVM_3530 - TI_EVM_3530_ARMV4| Release - makeimg

NH.d11 — will late bhind
AENH.d11l — will late bind

Unable imports crypt32 _dll to RSAENH.d11l — will late hbind
Unahle imports k.crypt32_.dll to RSAENH.d11l — will late hind

Unahle imports schannel.dll to RSA
Unahle imports k.schannel.dll to

Unable imports ppp.dll to RSHENH.:EI — will late bind

RAM AutoSize: RAM Start=852fAAAA RAM Size-=-A5d4d108000
Found pTOC at BOPRA161ic
Mo imports for nk.exe
imports for kitl.dll
imports for kernel.dll
imports for coredll.dll
imports for k.coredll.dll
ing: Unable to do imports ppp.dll to RSAENH.d11l — will late hind
Unable to do imports schannel.dll to RSAENH.d11 — will late bind
Unabhle to do imports k.schannel.dll to AEMH.d11l — will late hind

Harning: Unable do imports crypt32 _dll to RSAENH.d11l — will late hbind
Harning: Unable to do imports k.crypt32_.dll to RSAENH.d11l — will late hind
Mo imports for GIISR.d11
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EVYM_3530 - TI_EVM_3530_ARMVY4I Release

Mumbey of Modules:

Mumber of Copy Sections:

Copy Section Offset: §40f af 84

Kernel Flags: BREREBE2

FileSys 4K Chunks-Mbyte: 128 {2Mbyte 128 2-4Mbyte B 4-6Mbyte B >6Mbyte

CPU Type: Aic2h

Mizcellaneous Flags: [ ]5]5 ¢4 1

Extensions Pointer: 840820820

Total ROM size: B12e5884 ¢ 19812484)>

Btarting ip: 84@Pacc4

Raw files size: AR5 29edf

Compressed files size: BB2baclb

Compacting bin file...

Donet

makeimg: Check for E:“WINCE&GBB~05Designs“Sample(SDesign~EUM_35%38~RelDir~TI_EUM_3
538_ARMU4I _Helease“FostRomImage .hat to run.

makeimg: Check for E:“\WINCEGBB~05Designz“~Sample0fDesign~EUM_35%380~RelDir~TI_EUM_3
L3IW_ARMU4I _Release~PostMakeImg.bat to r»un.

makeimg: Change directory to E:“\WINCEGBA.

makeimg: run command: cmd AC E:“\WINCE&BO“pubhlicscommon>oakmisc*pbpostmake img

E:~WINCE6AA~08Designs~Sample08Design~EUM_353A~MyHelloWorldipp’

14. Close the build window.

15. Select Build | Targeted Build Settings | Make Run-Time Image After
Building from the Visual Studio menu to disable this option. We do not want to
burden future targeted builds with this build step.




Lab 5-3: Troubleshooting Link Errors

Objectives

o Identify linker errors
e Learn how to determine the correct link library

e Resolve link errors
Prerequisites
e Completed Lab 2-1

Estimated time to complete this lab: 20 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e CEG6.0

e CE 6.0 2006 Roll up

e CE 6.0 Service Pack 1

e CE 2007 Updates upto month 9th month{QFEs}

e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

¢ A running image from Lab 2-1
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Exercise 1 Troubleshoot build errors

In this exercise you will identify a linker error and resolve it.

» Add the existing TroubleShoot Build subproject

1.

Copy the TroubleShoot Build subproject from the Student files to your OS
Design at C:\WINCE600\OSDesigns\EVMOSDesign\EVMOSDesign.

Right click on the Subprojects node in the Solution Explorer and select Add
Existing Subproject.

Select the TroubleShoot_Build.pbpxml file from the TroubleShoot_Build
folder.

by Documents

Look in: | (3 TroubleShoot_Build v @ E-

ETrl:uul:uleShl:th_BuiId.pbpxmlé

&

ty Recent
D ocuments

-

Desktop

|

2>

=

z
imyriE
A
=

=

(&g

-_- File name: | b | [ Open ]

My Metwork. | Files of bope: |'W'inl:ll:|ws Erbedded CE Subproject Files [php: | [ Cancel ]

Configure the TroubleShoot_Build subproject to be excluded from the image
and always build and link as debug, as documented in Lab 2-2.

Using the Solution Explorer, open the file TroubleShoot Build.cpp from the
TroubleShoot_Build subproject. Notice that it is simply a call to MessageBox:

MessageBox (NULL, TEXT ("Hello World!!"), TEXT("TroubleShoot App. is created!!"™)
,MB_OK) ;
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> Build the subproject.

6. Right click on the TroubleShoot Build subproject and select Build. Note error
messages in the Build Output window similar to the following:

Show output from;  Build f ME ‘ﬂ _}; = =]

BUILD: [01:00000000&8:PF Linking obj\RBMV4I\retail\TroubleShoot Build.exe -~
BUILD: [01:00000000 TroubleShoot Build.obj : error LNEZ2013: (unresclved external symbol MessageBoxW referenced in fu
BUILD: [01:00000000 corelibl.lib{cexit.cbj) : error LNE2019! unresclved external symbol TerminatelProcess feferenced
BUILD: [01:0000000088: cbj\ARMV4T\retail\TroubleShoot_ Build.exe— f=t=r error DRITIZE- TNresUived EXLEINELS

BUILD: [01:0000000093: EDITBIN : fatal error LNE1104: cannot open file 'obj\iBEMV4I\retail\TroubleShoot Build_exe’

BUILD: [00:000000010Z2:PROEC ] Filea Warnings Errors

BUILD: [00:0000000103:PROGC ] Midl 1] 1] o

BUILD: [00:0000000104:PROGC ] Message a (i o

BUILD: [00:0000000105:FF 1 Precomp Header 1 a a

BUILD: [00:000000010&: 1 Resource [+] a a

BUILD: [00:0000000107: 1 MASM 1] [a] a

BUILD: [00:0000000108: 1 SHASM a 1] o

BUILD: [00:0000000109:PROGC ] ARMARSM a a a

BUILD: [00:0000000110:PROGC ] MIPSRSM a o o

BUILD: [00:0000000111:PROGC ] C++ 1 (1] (i

BUILD: [00:0000000112:PROGC ] C a o o

BUILD: [00:0000000113: 1 Static Libraries a o o

BUILD: [00:0000000114:PROGC ] Exe's T (1] 4

BUILD: [00:0000000115:PRO 1] Dl1l's 1] [a] [a]

BUILD: [00:0000000116:PF 1 Preprocess deffile a a a

BUILD: [00:0000000117:PF 1 Resx a a a

BUILD: [00:0000000118:PF 1 CSharp Compile a a a

BUILD: [00:0000000115:PF 1 COther o 1] i

BUILD: [00:0000000120:PF 1

BUILD: [00:00000001Z1:PF 1 Total 3 (1] 5

BUILD: [00:00000001ZZ:PROGC ]

BUILD: [00:0000000123:PROGC ] 0 Warnings, 5 Errcrs

BUILD: [00:00000001Z4:PROGC ] GetSystemTimes (seconds): Idle: 0 Fernel: 0 User: 1 v
< >

7. Observe that the error occurred during the link phase. The functions
MessageBoxW and TerminateProcess could not be resolved. These functions
are contained in an external library. The problem with this build is not in the
application source code, but with the subproject settings that determine the
external libraries that are used. We need to determine the correct library to
resolve these functions.

» Identify library

8. Select Edit | Find and Replace | Find in Files from the Visual Studio menu.
This will bring up the Find and Replace dialog.

9. Type MessageBoxW in the Find what box.
10. Type C:\WINCE600\PUBLIC\COMMON\OAK\LIB\ARMV4I\RETAIL in
the Look in: box. You can also navigate to this folder and select it using the

Choose Search Folders button on the far right hand side of this box.

11. Expand the Find options box and enter *.def in the Look at these file types:
box.

12. Click Find All to perform the search.
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13. Observe that the MessageBoxW function is exported by coredll.def and
k.coredll.def. Therefore we need to link against coredll in order to resolve this
link error.

14. Repeat this process for TerminateProcess.

15. Observe that TerminateProcess is also exported by coredll. Coredll will resolve
both link errors for us.

Note This same general procedure can be followed for link errors that arise due to

functionality contained in dynamic link libraries. The .def files will indicate
which dll contains the desired functionality. However, not all .def files are
located in the Common subtree. Each of the primary subtrees under \PUBLIC
contain their own functionality, and their own .def files. You may need to search
those trees as well in order to find the correct dll.

» Add the correct link library

16.

17.

18.

Right click on the TroubleShoot Build subproject and select Open. The
SOURCES file for this subproject will open.

Observe that there is no TARGETLIBS directive. We will add one with an entry
for coredll.

Add the following to the bottom of the SOURCES file:

TARGETLIBS= \
$ (_PROJECTROOT) \cesysgen\sdk\1ib\$ (_CPUINDPATH) \coredll.1lib \

Note

Ensure that there is a blank line prior to the TARGETLIBS directive. Ensure that
there is no what space after the trailing backslashes.

Also note that the path used to resolve coredll.lib is not the original location in the
\PUBLIC\COMMON tree. Instead, it resolves to the filtered version of coredll.lib
located in the project directory. This ensures that we link against the version of
coredll.lib that was componentized for our OS Design.

19.

20.

Save and close the SOURCES file.

Right click on the TroubleShoot_Build subproject and select Build. Observe
that the errors have been resolved, the build is successful.



Lab 6-1: Registry Initialization

Objectives

e Understand that multiple sources provide initial registry content
e Understand registry source precedence when conflicts occur

e Use the Run-Time Image Viewer to observe content in the OS Run-Time image
Prerequisites
e Completed Lab 2-1

Estimated time to complete this lab: 20 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e CEG6.0

e CE 6.0 2006 Roll up

e CE 6.0 Service Pack 1

e CE 2007 Updates upto month 9th month{QFEs}

e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

¢ A running image from Lab 2-1
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Exercise 1

In this exercise you will learn how the various registry files in the OS Design are
combined to create the final device registry. You will observe how conflicting registry

entries are resolved.

» Add a new key to platform.reg

1. Expand the C:/WINCE600 node under EVMOSDesign in the Solution Explorer.
Navigate to Platform/EVMBSP/Parameter Files.

2. Double click on platform.reg to open it in the Visual Studio editor.

3. Navigate to HKEY LOCAL_MACHINE then right-click on the Software key

and select New | Ke?.

4. Name the new key HelloWorld.

@2 EVM_3530 - Microsoft Visual Studio

File Edit ‘iew Project Build Debug Target Data  Tools  Window  Community  Help

TR R =A™ W= N SREEE - R +~ =L B TIEVYM_3530_ » Platform Buider {_TGTCPU)  ~ [ £
2, &l JlZA‘—_ {5 Ll s 994-)@55.\‘—_
Device: CE Device - %m %m i
Solution Explarer - Solution 'EY.., »« 3 X platform.reg | Stdaf:.h | - 3 Propertiss - 0 X
-~ HKEY_CLASSES_ROOT Mame HKEY_LOCAL_MACHINE',Software ~
o W) EYM_3530 A || 3 HKEY_CURRENT_USER 2) Defeult
) | == HEEY_LOCAL_MACHINE
- B E:/WINCESDD gl
. . [#-d Camm
- Ol PLATFORM [ Drivers
L - Mame HKEY _LOCAL_MACHT
- [ ARUBABOARD L i -
8 % CEPC - @3 HARDWARE
- (31 COMMON @ Ini
o - OMAPPH:
- [ DEVICEEMULATOR - Sl
[ (31 H4SAMPLE | |’ m N
H- [ iSTMP3780 | @0 Systen = |2 rer
- (5 MAINSTONEIL L HKEY_USE S peete =] String Value
= (3 TI_E¥M_3530 = ) o
E| ﬁ e Propetties [#] DWORD Yalue
o [ platform.bib @] Binary value
= platform.dat =| Multi-String Value
%] platform.db
platfarm.req =] MUI-String Yalue
3 SRC LS
- [ ¥OIP_PEaz70
- [ PRIVATE
[ 3 PUBLIC
----- < Favarites ~ Name
< =2 23] 2| | Mame of object,
H RegEdit | & Source

&) Micrasaft &...

OjLabe-1 Ev.. &)@ %@ S44pm
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@9 EYM_3530 - Microsoft Visual Studio

Fil= Edit View Project Build Debug Target Data  Tools  Window  Community  Help
e S a0 - s B L b TIEM_3530_ + Platform Builder (_TGTCPU) - | [ ”

I
| Lo B4 b g S an|iEsE| =2 QB3 a3 @50,
Device: CE Device - %EI %EI i
Solution Explorer - Solukion 'EY... - [ X platform.regrStdAFx.h + X || Properties - 0 X
[ HKEY_CLASSES_ROOT Hame HKEY_LOCAL_MACHINESoftware ~
u [ HEEY_CURREMT_USER =)
e E¥M_3530 Ly = — =| (Default)
F @ ‘ ET,I'WINCESDD — ||| B HKEY_LOCAL_MACHINE 4
- £ PLATFORM
ARLBABCARD Mame HKEY_LOCAL_MACHT
2 COMMON
2| DEVICEEMULATOR. :
HeSAMPLE =S Software
STMP3780 e pierco
3] MAINSTONEIT - .
B TFVM_3530 -aE%IStUegnEHS
=)+ [ Parameter Files -
=] platform.bib
= platform.dat
platform.db
A | platform.reg
SRE =
2l WOIP_Praz70
[ [ PRIVATE
[ [ PUBLIC
----- e Favorites | Manie
< | > & 2| | Mame of abjact,
H RegEdit | [ Source

O Labe1 BV, &)@ s

5. Right click on the HelloWorld key and select New | String Value. Name the
new value PlatformMessage.
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29 EVM_3530 - Microsoft Visual Studio

Fil= Edit View Project Build Debug Target Data  Tools  Window  Community  Help

e S da@ sy - B L b TIEYM_3530_ + Platform Builder (_TGTCPU)

- @ &l
. DE3p3 65 R,
Device: CE Device - 5m Sg &
Solution Explorer - Solukion 'EY... - [ X platform.regrStdAFx.h + X || Properties - 0 X
3 HREY_CLASSES_ROOT Marme HKEY_LOCAL_MACHINE! Software -
: [ HEEY_CURREMT_USER =
e E¥M_3530 Ly - — =| (Default)
a '@ ™ ET,I'WINCESDD — ||| B HKEY_LOCAL_MACHINE <
£ FLATFORM g gc:mm
& L Hame HKEY _LOCAL_MACHY
ARUBABCARD ! -
CEPC [ HARDWARE
4 Init
COMMON :
DEVICEEMULATOR -0l OMAPPM
H4SAMPLE B Software
STMP3TED - -3 Microsaft
MATNSTOMNETTT = - O Hel m N |
TI_EWM_3530 - System s 3] Key
[ Parameter Files 3 HKEY_USEF ¥ Delete | =] String value
% E::E:::Eft Froperties ] DWORD Value
| .
platfFarm.db /] Binary Yalue
Cplatform.reg =] Mulki-5tring Yalus
2 WOIP_PRaz70 b | =| MUI-String Yalue
[ [ PRIVATE
[ [ PUBLIC
----- 5% Favorites ] Name
< Il > 10| * ||| Mame of ohject,
’ H RegEdit | Bl Source

O Labe-1 BV, &)@ X @ Si44pm

6. Right click on the PlatformMessage value and select Properties.
7. Type Hello from platform.reg in the Data field.

8. Save and close platform.reg.
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Properties IE
PlatformMessage. Registry Yalue -
Data Hello
Mame PlatformMessage.
Data
Data of reqgistry value,

> Build the modified BSP
9. Detach from the device if connected.

10. Select Build | Advanced Build Commands| Build Current BSP and
Subprojects from the Visual Studio menu.
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EVM_3530 - Microsoft ¥isual Studio

Fil= Edit View Project | Build | Debug Target Data  Tools  Window  Community  Help
A-Em-E -l Build Solution F7 h_3830_ - Platform Buider (_TGTCPU)  ~ | [ c
Rebuild Soluti Chrl+alk+F7 = — = =
i b, by A =9 g3 a2 fE 0.
) - Clean Solution
Device: CE Device -
Solution Explorer - Solution 'EY.. i - X
s v v
= )y E¥M_3530 | —
; -~
- B E:WINCESOD Project Onlby » y
0 E‘;ALFRCEI‘;EBOAR Advanced Build Commands » SysgEn B it |
p3540000_ INCLII
[53 cerC Build all Subprojects Clean Svsgen
5 COMMOR
[ DEWICEEMUL Reebuild All Subprojects Build and Svsgen
[E1 H45aMPLE Rebuild and Clean Sysgen
[ i5TMP3780 - ;
[ MATNSTONE Cop Files o Release Directory Build Current BSP and Subprojects
=[50 TI_EWM_353 Make Run-Time Image Rebuild Current BSP and Subprojects rarely-used st
=+ [ Paramet
) platf B Open Release Directory in Build Windaw B
(=] platf Global Build Settings 3
%| platf
platf Targeted Build Settings ' dditional headers your program reguires here
081 sRC Batch Build...
5] WOIP_PRAZT - — TCHY b
- [ PRIVATE e i C++ will insert additional declarations immed:
[ PUEBLIC
q‘:‘,? Favorites / ind T T IT AT o3 B WO T T 1T T 444553 54[
Outp 2 b,
Show output from:  Build SRR RE Y =N L
—————— Build started: Project: EVM_ 3530, Configuration: TI_EVM 3530_ARMV4I Pelease Platform Buil A NS

[

'S start

Show output From:  Build

BLDDEMO: Generating 08 Design Folders

BLDDEMO: Done Generating 0% Design Folders

BLLDEMO: GCenerating 08 Design Files teo E:Z\WINCESOO'WOSDesigns'\SawnplelSDesigunt EVH 25304 Winces004TI
BLDDEMO: Done Generating 08 Design Files

CEEUILD: Deleting old build logs

CEEUILD: QUick ESP build and sysgen

Sysgening platform E:\WINCEGOD'platform\TI_EVM 3530

CEBUILD': Building (E:WWINCESOO plat form' commor )

BUILD: [Thrd:Secquence: Type ]| Hessage

BUILD: [00:0000000000:PROGC ] Build started with parameters:

EUILD: [00:0000000001:PROGC ] Build started in directory: E:ZWWINCESOOYPLATFORMY, COMMON
BUILD: [00:000000000z:PROGC ] Checking for E:Z\WIMNCE&ODOYsdkibinhiZ8csrocheck. exe.

EUILD: [00:0000000003:PROGC 1 Punning passes WCEFILES0, MIDL, MC, ASM, THUNE, PRECOMPHEADER, COM
EUILD: [00:0000000004:PROGC ] Loading database "E:ZWWINCESOOW PLATFORM COMMONYEuild. dac".
EUILD: [00:0000000005:PROGC ] Done.

BUILD: [00:0000000006:PROGC ] Computing include file dependencies:

BUILD: [00:0000000007:PROGC ] Checking for B5DE include directory: E:WWINCESOOD,sdkWCEhinc.
EUILD: [00:0000000008:PROGC ] Scan E:\WINCESOQOOYPLATFORMY COMMONY SRC COMPMION, CACHE"

EUILD: [00:000000000%9:PROGC ] Scan E:W\WINCESOOWPLATFORM COMMONY SRCY COMMONY, IONBASE",

EUILD: [00:0000000010:PROGC ] Scan E:W\WINCESOOWPLATFORM® COMMONY SRCH COMIMON', IO PCHMCIAY
EUILD: [00:0000000011:PROGC 1 Scan E:A\WINCESOQOOWPLATFORMYCOMMON SRC COMIMON, IONWPCIY

EUILD: [00:0000000012:PROGC ] Scan E:WWINCESOOWPLATFORM' COMMON® SRCH, COMIMONY, IOWPCI PCMCIAY
EUILD: [00:0000000013:PROGC 1 Scan E:A\WINCESOQOOWPLATFORMY COMMON' SRC COMIMONY, INTERY COMMONY,
EUILD: [00: E:

-

Build started: Project: EVM 3530, Configuration: TI_E‘&H{_SlSSCI_ARHV‘II Belease Plarform Buil m
Starting Build: blddenc -ghsp =

==

Wi Ters Term -...

o
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Note This command will also cause the OS Run-Time Image to be rebuilt due to the
setting in Build | Global Build Settings | Make Run-Time Image After Build.

> Observe the change using the Run-Time Image Viewer
11. Select File | Open | File... from the Visual Studio menu.

12. Select Windows Embedded CE Run-Time Image from the Files of Type drop
down box.

13. Navigate to your flat release directory at
C:\WINCE600\EVMOSDesign\EVMOSDesign\RelDir\EVMBSP_ARMYV4I_Release
and open nk.bin. The OS run-time image will open in the Run-Time Image Viewer.

14. Select NK, then double click on Registry. Navigate to
HKEY_LOCAL_MACHINE\Software and verify the HelloWorld key exists in
the image with the PlatformMessage value.

15. Close the file.

» Add a new key to project.reg in the OS Design

16. Expand the Parameter Files node under the EVMOSDesign project in the
Solution Explorer.

17. Expand the EVMBSP: ARMV4I (Active) node and open the project.reg file.

18. Right-click on HKEY_LOCAL_MACHINE and add a new key called
Software.

19. Right click on the Software key and add a new key called HelloWorld.

20. Right click on the HelloWorld key and add a String Value with the name
ProjectMessage.

21. Set the value of ProjectMessage to Hello from project.reg.
22. Save and close the file.
> Build the OS run-time image

23. Select Build | Advanced Build Commands| Build Current BSP and
Subprojects from the Visual Studio menu.
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> Observe the change using the Run-Time Image Viewer

24.

25.

26.

27.

Select File | Open | File... from the Visual Studio menu. In the file open box,
select Windows CE Run-Time Image from the Files of Type drop down box.

Open nk.bin from the flat release directory. The OS run-time image will open in
the Run-Time Image Viewer.

Select NK, then Registry. Navigate to HKEY LOCAL_MACHINE\Software
and verify the HelloWorld key exists in the image with the ProjectMessage
value.

Close the file.

> Dueling Registry Entries

28.

29.

30.

31.

32.

33.

34.

35.

Open platform.reg and navigate to the
[HKEY_LOCAL_MACHINE\Software\HelloWorld] key.

Create a new String value named Conflicting with the value Platform.reg wins!.

Open project.reg and navigate to the
[HKEY_LOCAL_MACHINES\Software\HelloWorld] key.

Create a new String value named Conflicting with the value Project.reg wins!.
Save and close both files.

Select Build | Advanced Build Commands| Build Current BSP and
Subprojects from the Visual Studio menu.

Open the OS run-time image file from your flat release directory

Navigate to [HKEY_LOCAL_MACHINE\Software\HelloWorld] and view the
Conflicting value. This will tell you which file has precedence in the build
process.

Note

There are more registry files involved in the build process than just project.reg
and platform.reg. Each of the OS subtrees also provides registry content, as do
the subprojects that might be added to an OS Design. There is a defined order
with all of these potential registry sources.

36.

Close the run-time image file.



Lab 6-2: Adding a New IOCTL to the
OAL

Objectives

e Understand architecture of OAL IOCTL library in the Common code
e Understand how to add a new IOCTL to the OAL based on the Common code

Prerequisites
e Completed Lab 2-1

Estimated time to complete this lab: 20 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in



2 Lab 6-2 Adding a New IOCTL to the OAL

Exercise 1 Adding an IOCTL to the OAL

In this exercise you will add a new IOCTL to the OAL and demonstrate that it is
working. The OAL exposes IOCTLs via the OEMIoControl() function. The libraries
that are provided in the Platform\Common subdirectory include an implementation for
the OEMIoControl() function. Ifthe OAL in your BSP is based on the PQOAL
architecture, or just uses this particular library from the Platform\Common code base you
will use this method to add IOCTL support to your OAL.

We will first examine the implementation of the OEMIoControl() function in the
Common code, then we will implement [OCTL_HAL POSTINIT and verify that our
implementation was successful.

» Review Common code implementation of OEMIoControl

1.

Open the file ioctl.c located in
C:\WINCE600\PLATFORM\COMMON\SRC\COMMON\IOCTL

Observe that this file contains the required function OEMIoControl(). This
function is called by the kernel to implement all of the IOCTLs that are supported
by the OAL. BSPs that link against the library containing this source code will
use this implementation of OEMIoControl().

Observe that this function uses a global data structure named g_oalloCtlTable
containing the IOCTL codes and function pointers to implement them. BSPs that
use the Common code to implement OEMIoControl() configure the function
using this global data structure.

Close the file ioctl.c.

Open the file ioctl.c located in
C:\WINCE600\PLATFORM\EVMBSP\SRC\OAL\OALLIB

Observe that this file contains the data structure g_oalloCtlTable near the bottom
of the file. This data structure is the one referenced by the OEMIoControl()
function in the Common code. Note that this data structure is implemented using
the header file ioctl_tab.h.

Also observe that this file contains routines that implement individual IOCTLs.

Open the file ioctl tab.h located in
C:\WINCE600\PLATFORM\EVMBSP\SRC\INC
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File Edit Wew Favorites Tools  Help 'R.'
eBack - -d lﬁ pSearch H_l Folders -
fddress |(C3) E:\WINCESD0|PLATFORMITI_EYM_35301SROTING "l o

e o e

ZKB 1 KB e

File and Folder Tasks
Ii'm Renarne this fils

[y Move this filz
() copy this file

bsp_base_regs.h
C/C++ Header
2KB

bsp_cfa.h
CJC++ Header
S3KB

bsp_cfg.inc bsp_keypad.h
&3 Publish this File to the Web Include: File CJC++ Header
1KE ]
() E-mail this fil=
x Delete this filz bsp_kitl_cfg.h bsp_logo.h

Other Places

3 5RC
My Documents
[3) Shared Documents
d Iy Computer

‘ﬂ Iy Metwork Places

Details

C/C++ Header
2KB

bsp_oalserdry.h
C/C++ Header
2KB

bsp_twl4030.h
C/C++ Header
2KB

image_cfg.h
C/C++ Header
&5 KB

=) =) =) =) =) =)

CJC++ Header
1 KB

bsp_opp_map.h
CJC++ Header
7 KB

bsp_version.h
CJC++ Header
1 KB

image_cfg.inc
Include File
]

kitl_cfa.h
CJC++ Header
]

oal_kitlseri Type: C/C++ Header l4030_mush, bpp
/C++ Hed Date Modified: 9/9/2008 5:14 PM fi++ Header
Size: 5.14 KB =

O labs-z Ev., &)@ % sisseu
9. Observe that this file contains the pairing of IOCTL codes and the function
pointers that implement them. The routines listed in this file are implemented
directly in the BSP in the ioctl.c file mentioned above.

10. Observe that this file also includes the file oal_ioctl_tab.h. This file contains a
list of IOCTL codes and function pointers for common IOCTLs that are already
implemented in the Common code base. IOCTLs listed in that file do not have to
be implemented in the BSP unless different functionality is needed.

» Add IOCTL_HAL_POSTINIT handler to the BSP
11. Add the following code snippet to the file ioctl.c located at

C:\WINCE600\PLATFORM\EVMBSP\SRC\OAL\OALLIB. The routine
should be added just above the g oalloCtlTable data structure.
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& OALLIB

File  Edit

Qe - O

Wiew  Favorites

Tools  Help

Lﬁ; pSearch LEﬁ‘ Folders -

Address |[C3) E:\WINCESOD|PLATFORMITI_EVM_3530\SRCYOALIOALLIE

File and Folder Tasks

mfi Rename this fils

[y Move this filz

() copy this file

& Publish this file to the Yeb
() E-mail this File

¥ Delete this fil

Other Places

=) oaL

My Documents
[C5) Shared Documents
Q My Computer

l& Iy Metwork Places

Details

o
=

5

C

S

cl
2
<

static BOOL
OALIoCtlHalPostInit (

UINT32 code,
UINT32 outSize,

RETAILMSG (1,

obj

init.c
 Source
JKB

modem. o
 Source
1KB

oem_prof.c
 Source
S KB

power.c
 Source
TEB

skartup.s
Assembler Source
S KB

VOID *pInpBuffer,

cl
5

1o)[o)

UINT32 *pOutSize

return TRUE;

debug.c
C Source
4KE

inkr.c
C Source
]

makefile
File:
1 KB

oEm_pm.c

C Source
89 KB

Opp_map.c

C Source
13KB

SOUrces
File:
1 KB

UINT32 inpSize,

12. Add the following line to the file ioct_tab.h located at
C:\WINCE600\PLATFORM\EVMBSP\SRC\INC. The line should be added just

below the { TOCTL HAL POSTINIT, O,

#include <ocal ioctl tab.h>

0 Lab

VOID *pOutBuffer,

(TEXT ("Hello World from IOCTL HAL POSTINIT!!!!\r\n")));

OALIoCtlHalPostInit }, line.
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File Edit Wiew Favorites Tools

eBack = .\D L@ pSearch HE‘ Folders v

File and Folder Tasks

@ Rename this file

@ Iovve this File

Copy this File

&3 Publish this file to the b
() E-mail this file

¥ Delete this file

Other Places

& sRC

Iy Dacuments
[ Shared Documents
i My Computer

&4 My Metwark Places

Details

13. Select Build | Advanced Build Commands | Build Current BSP and
Subprojects from the Visual Studio menu.

Address (3 E:\WINCESOD\FLATFORMTI_EVM_353015RCYINC

== EE W E

bsp_base_regs.h
C/C++ Header
2KB

bsp_cfg.inc
Include File
1KE

bsp_kitl_cfg.h
C/C++ Header
2KB

{| Type: CC++ Header
Date Modified: 3/13/2008 5:10
Sizer 1,23 KB

Moo

FM

bsp_twl4030.h
C/C++ Header
2KB

image_cfg.h
C/C++ Header

oal_kitlserial.h
C/C++ Header

EEWEYEEE

bsp_cfg.h
C)C++ Header
53 KB

bsp_kewvpad.h
C)C++ Header
2 KB

bsp_logo.h
C)C++ Header
1 KB

bsp_opp_map.h
C)C++ Header
7 KB

bsp_wersion.h
C)C++ Header
1 KB

image_cfg.inc
Include File
2 KB

kitl_cfg.h
CJC++ Header
2 KB

bwl4030_mush. bhpp
CJC++ Header
2 KB

14. Attach the device and view the output. You should see the following message

printed on the Debug Output window during the boot process.

Hello World from IOCTL HAL POSTINIT!!!!



Lab 7-1: Integrating a Device Driver

Objectives
Prerequisites
e Completed Lab 2-1

Estimated time to complete this lab: 30 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e CEG6.0

e CE 6.0 2006 Roll up

e CE 6.0 Service Pack 1

e CE 2007 Updates upto month 9th month {QFEs}

e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

e A running image from Lab 2-1
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Exercise 1 Integrate barcode scanner driver into BSP
The purpose of this exercise is to integrate a driver into the BSP. In this exercise you will

e Add the driver subdirectory containing the driver source code to the BSP

e Add the appropriate bib entry to cause the driver to be included in the OS image
e Add the appropriate registry entries to cause the drive to be loaded at boot

e Update the BSP catalog file to support the new driver

¢ Build a debug OS run-time image that we will use in future labs
» Add driver source code to BSP directory

1. Detach from the device if connected.

2. Copy the BARCODE directory from Student files to the
C:\WINCE600\PLATFORM\EVMBSP\SRC\DRIVERS directory.

& DRIVERS kad

File Edit Wew Favorites Tools  Help 'R.'
- &Y O S

e Back </ l.@ 7 Search H__ Faolders

Address E;‘E:'I,WINCE6DD'I,PLF\TFORM'I,TI_E'\"M_SESD'I,SRC'I,DRI'\.-'ERS "l '-) Go

File and Folder Tasks

BACKLIGHT L-,] ELOCK
BUS L-,] CEDDK

mfi Rename this folder
[y Mave this foldar
Capy this Folder

& Publish this Falder to the
Web

ke Share this Folder
() E-mail this Folder's files
¢ Delete this Folder

ey

CESVSGEN L-,] DISPLAY

ey

ey,
=
[
==
'-/-’l
()
'-/-’l
e e
'L,l IO L-,] HEADSET
Other Places P
= (=
S ARCOD) r KEYPAD
o = -
==
'-/-’l
()
'-/-’l
()
'-/-’l

Iy Dacuments
LD L-,] MUSE

[ Shared Documents
NLED L-,] PM

i My Computer
SDHC L-,] SDMEMORY

‘9 start A, CfLab7-1 v, &)@ % ei1pm

& My Metwark Places

Details
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3. In Visual Studio, double click the
CAWINCE600\PLATFORM\EVMBSP\src\drivers node in the Solution
Explorer. This will open the Dirs file.

4. Add the following line to the end of the Dirs file directly after the
# @CESYSGEN ENDIF CE MODULES DEVICE line:

barcode \

5. Save and close the Dirs file.

@2 EVM_3530 - Microsoft Visual Studio

File Edit ‘iew Project Build Debug Target Data  Tools  Window  Community  Help
Sl o @ $ Sa® 9y BB b TIEYM 3530+ Platform Builder (_TGTCRUY  » | [

o B4 Sk 5 b ax | 35 S5 (1 &) Ld &l 3 48 Bb = o
Device: CE Device - %m Qm =
Solution Explorer - Solution 'BY,., « 1 X ﬂm Stdafxh - X
# BCESYSGEN IF CE_MODULES_WAVEAPI =
&4 apio = headset 4 B
@headset B # EBCESYIGEN ENDIF CE_MODULES_WAVEAPI
(=1 kevpad # BCESYSGEN IF CE_MODULES_NLEDDRVE
o Ied nled 4
& mush % BCESYSGEN ENDIF CE_MODULES NLEDDRVRE
{1 rled # ECESYSGEN IF CE MODULES PM
54 prn o Y
5 sdhc # BCESYIGEN ENDIF CE_MODULES_PHM
@sdmemory # BCESYSGEN ENDIF CE_MODULES_DEVICE|
124 touch barcode 4
=0 kitl
5 oal
3] test
5 WOIP_Pxaz70
[ PRIVATE
[ PUBLIC
ff Favorites
[ Parameter Filzs L
SOks
Subprojects o
b
< | R4 v
csolutio... [ Catalo... | Class view | €] | > -
Ready Lm 49 Col 36 Ch3a NS

'y [ Wi - ; . f @ fh a M@ 24 EW r. W
'y start 4 Window... - ' 2 Microsof. .. A S0FE M. j Lab 7-1_F¥... ‘_,JG X/

> Add Driver to image

1. Open the platform.bib file in the Parameter Files node of the EVMBSP in the
Solution Explorer.

2. Add the following lines near the top of platform.bib as the first entry in the
MODULES section.

IF BSP_BARCODE
barcode.dll $ (_FLATRELEASEDIR) \barcode.dll NK SHK
ENDIF
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EVM_3530 - Microsoft ¥isual Studio

File Edit ‘iew Project Build Debug Target Data  Tools  Window  Community  Help

Gy - EFHd | $ B 9 « =L | b TLEVM_3530_ - Platform Builder { TGTCPL)  ~ | [ “
W= = — EPEUE
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= ; =
H- (% ISTMP3780 A T E
B MAINSTONEILL =
= (8 TIEVM_3530 Llel 0l oz
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- [E= platForm bib FUTTTTTTTTOTT T T e e e e e e e e 7
- | platform. dat
- platForm,db T e e e e e e e e e e e e e e -
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':SP L: Register COMAP specific shell extension
d_”*’ers omap_shell.dll $({ FLATRELEASEDIR}cmap shell.dll NE
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(=] - -
H- tesk i
- (3 YOIP_PRAZT0 — .
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- 5" Favatites o]
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When you are done, the top of the file should look similar to the following:

3.

; Copyright (c) Microsoft Corporation. All rights reserved.

; Use of this source code is subject to the terms of the Microsoft end-user

; license agreement (EULA) under which you licensed this SOFTWARE PRODUCT.

; If you did not accept the terms of the EULA, you are not authorized to use

; this source code. For a copy of the EULA, please see the LICENSE.RTF on your
; install media.

MODULES

;  Name Path Memory Type
IF BSP_BARCODE

barcode.dll $ (_FLATRELEASEDIR) \barcode.dll NK SHK
ENDIF

; @QCESYSGEN IF CE MODULES DISPLAY
IF BSP NODISPLAY !
TrainingBSP lcd.dll $ (_FLATRELEASEDIR) \EVM 3530 lcd.dll NK SHK
; @CESYSGEN IF SHELLW_MODULES GX
; @XIPREGION IF MISC TRAININGBSP BIB

Save and close the file.

> Add registry settings

1.

Open the file Platform.reg from the Parameter Files node of the EVMBSP using
the Solution Explorer.

Right click on the [HKEY_LOCAL_MACHINE\Drivers\BuiltIn] key and add
a new key with the name Barcode.

Add a String Value to the Barcode key with the name DIl and value
Barcode.dll.

Add a second String Value to the Barcode key with the name Prefix and value
BAR.

Save and close the file.

» Add driver to the catalog

1.

From the Visual Studio menu, select File | Open | File ... and navigate to the
C:\WINCE600\PLATFORM\EVMBSP\CATALOG folder.

Change the file mask to show Files of type: All Files (*.%)

Open the EVMBSP.pbcexml file.
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Note

If no nodes are visible underneath Catalog in the Catalog Editor, click the Show
All Catalog Files button.

9.

Expand the catalog tree to show the Device Drivers node.

. Right click on the Device Drivers node and select Add Catalog Item. The new

item will be placed in the Third Party node.

Set the Description field to Barcode Scanner.

Set the Title field to Barcode Scanner.

Set the Unique Id field to Item:GeneriCo:BarcodeScanner.

Set the Additional Variables field to BSP_ BARCODE.

10. Set the Modules field to barcode.dll.

11. Save and close the file.

» Add barcode scanner driver to image

1. Switch to the Catalog Items View and refresh the Catalog.
2. Expand the EVMBSP node under Third Party.
Note Ensure that the Filter option is set to All Items in the Catalog. The Filter option is
a drop down box in the upper right hand corner of the Catalog Items View.
3. Select the Barcode Scanner item under Device Drivers. Refresh the Catalog
View if necessary to see the Barcode Scanner.
4. Select Build | Advanced Build Commands | Build Current BSP and

Subprojects from the Visual Studio menu.

» Verify integration using Image Viewer

1.

Open the NK.bin file located in the flat release directory using Visual Studio.
This will bring up the Run-Time Image Viewer.

Click on the (All Files) node in the Image Explorer. This shows all files that are

built into the OS run time image.

Verify that barcode.dll is listed.
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4. Verify that the [HKLM\Drivers\BuiltIn\Barcode] key exists under the registry
node.

5. Close the Image Viewer.

¢ Build a Debug OS image
1. Select Build | Configuration Manager... using the Visual Studio menu.
2. Set the Active solution configuration to EVMBSP ARMV4I Debug.

3. Remove the following subprojects from the OS Design by right-clicking on the

subproject in the Solution Explorer view and selecting Remove:
e MyHelloWorldApp

HeapTestl

LeakingMemory

ThreadSynchronization

MutexDemo

EventDemo

SemaphoreDemo

Power Management

Troubleshoot Build

4. Right-click EVMOSDesign in the Solution Explorer view and select Properties.

5. Under the Configuration Properties section, select Environment

6. Click New and set the environment Variable Name to BSP_DSPLINK and the
Variable Value to 0

Environment ¥ariahle E|

Wariable narme:
BSP_DSPLIME

W ariable walue:
I

| 0F. | [ Cancel ]

7. Click OK to close the Environment Variable dialog box and OK to close the
EVMOSDesign Property Pages window

8. Select Build | Build Solution using the Visual Studio menu. This will build a
debug configuration that we will use in future labs.

7



Lab 7-2: Debugging the Scanner
Device Driver

Objectives

Understand driver interaction with application

Use kernel debugger to investigate call stack

Prerequisites

Completed Lab 2-1
Completed Lab 7-1

Estimated time to complete this lab: 30 minutes

Lab Setup

To complete this lab, you must have:

A development workstation running Windows XP

Visual Studio 2005 (Version 8) with Platform Builder plug-in
A development workstation running Windows XP

Visual Studio 2005 (Version 8) with Platform Builder plug-in
CE 6.0

CE 6.0 2006 Roll up

CE 6.0 Service Pack 1 with CE 2007 Updates upto month 9th month{QFEs}
CER2

CE 2007 Updates 11th and 12th month {QFES}

CE 2008 Updates

A running image from Lab 2-1

Image from Lab 7-1

Debug build for the EVMOSDesign
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Exercise 1 Application and Driver Integration

In this exercise you will add an application that communicates with the barcode scanner
device driver. You will exercise the functionality of the driver and function call tree that
results when the application calls into the driver.

» Add BarcodeTestl application subproject to your OSDesign

1. Copy the BarcodeTest1 folder from your Student files to
C:\WINCE600\OSDesigns\EVMOSDesign\EVMOSDesign

2. Right click on the Subprojects node in the Solution Explorer and select Add
Existing Subproject...

3. Add the BarcodeTestl subproject to your OS Design.

LR

File Edit ‘iew Project Build Debug Target Data  Tools  Window  Community  Help
N AR R = = W EC - | - =L | p TI EWM 3530 - Platform Buider { TGTCPLY - | [ ik

Device: CE Device - 8m Sg Lock, in: |E} BarcodeTest] V| Q F £ E-
Solution Explorer - Solution 'EV... » I X = E'arrru:IPTP-rl ey X
D -
m' Solution 'EVM_SSSD' i1 project)' My Recent —
~
b @ EYM_3530 Documents =
= & EWINCEGDD =
[ PLATFORM [
|.j RIS Deskiop
[ PUBLIC J
ff Favorites . I
[ Parameter Files Y
[ SDKs ,_j
= [E=l Subprojecks Wy Documents

(21 EventDema (E:wWINCESOD) L3
@ HeapTestl (E: "WINCEGDDHS =

(21 LeakingMemary (E: (WINCEG i_!
(21 MutexDema (E:WINCEGOD]
(21 MyHelloworldapp (E:jwmca

@ Power_Management (E: W1 ~
@ Thread3ynchronization (E: - File name: |BarcodeT est] pbp=ml b | [ Open ]
(21 TroubleShoot_Build (E:/WIN

My Computer

2 R |

by Network, Files of type: |W’indows Embedded CE Subproject Files [pbp: | ’ Cancel ]

SA{{AFE INSERT LOCATIONG )

- — // Microsoft Visual C++ will insert additional declarations immed: ™|
Sdsolutio... [ Catalo... | Class view |€0 |

< | »

Ready

@ Microscft ... | O Lab l‘&:l;(l ® Bi14PM

4. Configure the BarcodeTest1 subproject to be excluded from the image and
always build and link as debug, as documented in Lab 2-2.

5. Right click on the BarcodeTest1 subproject in the Solution Explorer and select
Build.
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Show autpuk From:  Build =l 5 &= =
F ————— Build started: Project: EWVM_ 3530, Conficuration: TI_EWM 3530_ARMW4T Release Platform Buil A

E-AZTWINCEEOO, 08D esignst BanplelSlesign \BarcodeTest 1 sources
Btarting Build: set WINCEREL=l&sbuildidmakeimo

BUILD: [Thrd:Secquence: Type
EUILD: [00:0000000000:FPROGC
EUILDL: [00:0000000001: PROGC

] Message

] Build =started with parameters:

] Build started in directory: E:AZWWINCE&OOWO0SBDesignshfanplelflesigmtB
BUILD: [00:0000000002:PROGC ] Checking for E:ZWINCEGODWsdkibin'iZf&hsrcoccheck. exe.
EUILD: [00:0000000003:PROGC 1 Punhing passes WCEFILESO, MIDL, MC, ASM, THUNE, PRECOMPHEADER, COM
BUILD: [00:0000000004:PROGC ] Computing include file dependencies:
BUILD: [00:0000000005:PROGC ] Checking for B2DE include directory: E:WWINCEEOD,sdkWCEi\inc.
BUILD: [00:000000000&6:PROGC ] Scan E:ZWWINCESOOWOSDesigns'\SanplelfDesigqn\BarcodeTestl),
BUILD: [00:0000000007:PROGC ] Sawving E:WWINCE&OOWO0EDesignsh SanpleliDesicmiBarcodeTestlyBuild. dat
EUILD: [00:0000000011:PROGC ] Puilding PRECOMPHEADEER Pass in E:WWINCESOOWOSDesigushSanplelSDesig
EUILD: [0l:000000002&:PROGC ]

4 >

Create preconpiled headesr Stdifx.h obiWARMV4INhretailhStdifx.oby E: sy

> Run test application on OS image

6. Attach the device by selecting Target | Attach Device from the Visual Studio
menu.

Note This lab uses an updated version of the OS run time image. You will need to first
detach from the existing device instance if it is still running.

7. Open the BarcodeTestl.cpp file in the BarcodeTest1 subproject using the
Solution Explorer.

8. Set a breakpoint on the call to DeviceloControl().

9. Run the BarcodeTest1 application using Target | Run Programs... from the
Visual Studio menu. The debugger will halt execution at the breakpoint.

10. Select Debug | Windows | Call Stack from the Visual Studio menu to show the
call stack. This window shows the sequence of calls that resulted in the statement
containing the breakpoint. You can double click any of the calling functions to
view the source code file containing each function.

Note The source code for the functions listed in this window is only available if you
have installed the Shared Source. Only the disassembly view is available if the
source code is not installed.

11. Step through the application by pressing F10 through completion.
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» Add additional functionality to test application and retest

12.

13.

14.

15.

16.

17.

Locate the comment // Turn on power and add the following function call:

// Turn on power
DeviceIoControl (hBARPort, BARCODE IOCTL_POWER ON, NULL, 0, NULL,
0, &dwNumBytesRead, NULL);

Locate the comment // Check to make sure power is on and add the following
function call:

// Check to make sure power is on

DeviceIoControl (hBARPort, BARCODE_IOCTL_QUERY_POWER_STATE, NULL,
0, &dwResult, sizeof (DWORD), &dwNumBytesRead, NULL) ;

_tprintf( T("Power Status = %d.\n"),dwResult);

Right click on the BarcodeTest1 subproject and select Build.

Run the BarcodeTest1 application using Target | Run Programs... from the
Visual Studio menu. The debugger will halt execution at the breakpoint.

Press F5

Observe debug messages in the Output window similar to the following:

Test BARl: driver open/close.
Barcode.DLL: +BAR Open

Barcode.DLL: -BAR Open

CreateFile returned a valid handle.
Barcode.DLL: +BAR IOControl
Barcode.DLL: IOCTL - Set Power Management
Barcode.DLL: -BAR IOControl
Barcode.DLL: +BAR IOControl
Barcode.DLL: IOCTL - Power On Command.
Barcode.DLL: +BAR PowerUp

Barcode.DLL: -BAR PowerUp

Barcode.DLL: -BAR IOControl
Barcode.DLL: +BAR IOControl
Barcode.DLL: IOCTL - Query Power State
Barcode.DLL: -BAR IOControl

Power Status = 1.

Barcode.DLL: +BAR IOControl
Barcode.DLL: IOCTL - Read Barcode.
Barcode.DLL: -BAR IOControl

Driver: bytes read=7.

Driver: buffer='

0

- w NN O

Barcode.DLL: +BAR Close
Barcode.DLL: -BAR Close



Lab 7-3: Using Debug Zones 1n a
DLL

Objectives
e Learn to implement debug zones in a dll
Prerequisites

e Completed Lab 2-1
e Completed Lab 5-1
e Completed Lab 7-1
e Completed Lab 7-2

Estimated time to complete this lab: 30 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e CE6.0

e CE 6.0 2006 Roll up

e CE 6.0 Service Pack 1 with CE 2007 Updates upto month 9th month {QFEs}
e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

¢ A running debug image from Lab 7-2
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Exercise 1 Integrate debug zones

In this exercise, you will implement debug zones in the ScanBarcode dll, and test the
implementation using the BarcodeDIITest application. This exercise requires a debug OS
run-time image on the EVM Board.

» Create the debug zones

1. Right click the ScanBarcode subproject in the Solution Explorer View and select
Add | New Item....

2. Inthe Add New Item Dialog box, select Header File(.h) and name the file
DbgZones.h.

3. Add the following code snippet to the new DbgZones.h file:

#include <DBGAPI.H>

#define DEBUGMASK (n) (0x00000001<<n)
#define MASK INIT DEBUGMASK (0)
#define MASK ON DEBUGMASK (1)
#define MASK OFF DEBUGMASK (2)
#define MASK SCAN DEBUGMASK (3)
#define MASK WARN DEBUGMASK (14)
#define MASK ERROR DEBUGMASK (15)
#define ZONE INIT DEBUGZONE (0)
#define ZONE_ ON DEBUGZONE (1)
#define ZONE_ OFF DEBUGZONE (2)
#define ZONE_SCAN DEBUGZONE (3)
#define ZONE WARN DEBUGZONE (14)
#define ZONE ERROR DEBUGZONE (15)

» Instantiate the DBGPARAM structure
4. Open the ScanBarcode.cpp file in the ScanBarcode subproject.

5. Add the following code snippet just after the #include Power_Status.h.
#include "DbgZones.h"

DBGPARAM dpCurSettings =
{
TEXT ("ScanBarcode") ,

{
TEXT ("Init"), TEXT("PwrOn"), TEXT ("PwrOff"), TEXT ("Scan"),

TEXT ("na"), TEXT("na"), TEXT("na"), TEXT("na"),
TEXT ("na"), TEXT("na"), TEXT("na"), TEXT("na"),
TEXT ("na"), TEXT("na"), TEXT("Warning"), TEXT("Error")

}
, MASK INIT | MASK ON | MASK OFF | MASK SCAN
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> Register the Debug Zones

6. Add the following code snippet to the DIIMain() function just before the return
statement.

if (ul_reason_for_ call==DLL_PROCESS_ ATTACH)

{
DEBUGREGISTER ( (HMODULE) hModule) ;

}
> Add debug messages to the dll

7. Add the following debug message to the DIIMain() function just after the
DEBUGREGISTER macro:

DEBUGMSG (ZONE_INIT, (_T("ScanBarcode: Initialized!!\r\n")));

8. Add the following debug message to the ScanBarcode() function just before the
return statement:

DEBUGMSG (ZONE_SCAN, (_T("ScanBarcode: Scanned!!\r\n")));

9. Add the following debug message to the ScanPowerOn() function just before the
return statement:

DEBUGMSG (ZONE_ON, (_T ("ScanBarcode: Power ON!!\r\n")));

10. Add the following debug message to the ScanPowerOff() function just before the
return statement:

DEBUGMSG (ZONE_OFF, (_T ("ScanBarcode: Power OFF!!\r\n")));
11. Save and close ScanBarcode.cpp and DbgZones.h.
» Build the DLL

12. Right click on the ScanBarcode subproject in the Solution Explorer and select
Build.

» Test the application

13. Launch the BarcodeDIITest.exe application using Target | Run Programs from
the Visual Studio menu.

14. Observe the debug message output when you use the Power and Scan buttons.

15. Select Target | CE Debug Zones... from the Visual Studio menu.
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16.

17.

18.

19.

Scroll down and click on scanbarcode.dll.

Click on the Scan check box to remove the check, and click OK.

Select the Scan button again in the BarcodeDIITest application.

Observe that the ScanBarcode: Scanned!! debug message is no longer being

displayed. This demonstrates the ability to control message output using debug
zones.

Note

If you do not have the ability to configure debug zones in a particular module
when using the Target | CE Debug Zones menu, it is probably because there were
no debug zones registered in that particular module.

20.

Close the BarcodeDllITest.exe application.

> Change to Release configuration

Note

We will change back to the Release configuration now for better performance in
the remaining labs.

21.

22.

23.

24.

Detach the device.
Select Build | Configuration Manager from the Visual Studio menu

Select EVMBSP ARMV4I Release from the Active solution configuration drop
down box.

Click on Close.



Lab 8-1: Adding a Catalog Item

Objectives

e Understand how the Catalog works in Windows Embedded CE 6.0
e Be able to add items to the catalog

Prerequisites
e Completed Lab 2-1

Estimated time to complete this lab: 20 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e CEG6.0

e CE 6.0 2006 Roll up

e CE 6.0 Service Pack 1

e CE 2007 Updates upto month 9th month{QFEs}

e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

e A running image from Lab 2-1
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Exercise 1 Add an item to the catalog

In this exercise you will create and add the CoreCon ARMV4I Files Helper catalog item
to your Windows Embedded CE 6.0 installation. This catalog item will activate a
subproject that brings in the files necessary to support application development with
Visual Studio. The catalog item can be added to any ARMV4I based BSP.
The subproject that implements the component has already been created and is in your
Student files. This subproject simply copies the appropriate binaries into the flat release
directory using a batch file. It also adds bib file entries so that the binaries are included
in the OS run-time image. See the files postlink.bat and CoreCon_Armv4i.bib for details.
» Create 3rdParty area in WINCEG600 tree

1. Navigate to C:\WINCE600 with Windows Explorer.

2. Create a directory called 3rdParty (no spaces) in C:\WINCE600.

3. Create a directory called GeneriCo in C:\WINCE600\3rdParty.

4. Create a directory called Catalog in C:\WINCE600\3rdParty\GeneriCo.

Note The 3rdParty area we created above is the standard location for vendors to add
their own functionality other than BSPs. In our case, we are the vendor
GeneriCo. The Platform Builder plugin for Visual Studio will look in
WINCE600\3rdParty\*\Catalog for any catalog files that could add items to the
catalog. This provides a consistent mechanism for vendors to add their own
functionality.

» Copy CoreCon_ARMYV4I subproject to 3rdParty area

5. Copy the CoreCon_ARMV4I folder from your Student files to our 3rdParty
folder at C:\WINCE600\3rdParty\GeneriCo.

Note This subproject is only implemented for ARMV4I CPUs. It directly includes the
ARMVA4I binaries. It could be modified to support all CPU types generically.

» Create a new Catalog Item
6. In Visual Studio, select File | New | File... to open the New File dialog.
7. In the Categories tree, select Platform Builder.

8. In the Templates list, select Platform Builder Catalog File.
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9. Click Open. A new catalog file will open in the Visual Studio editor.

10. Right click on the node Catalog [Current file] and select Add Catalog Item in
Subfolder.

_CatalogFile3.PbcXml* | Start Page

2 | & Eladd - |[=)

Add Catalog Item

| Add Catalog Item in Subfolder

iz=) Properties

11. Name the new folder GeneriCo and select OK.

12. The new Item will appear under the Third Party | GeneriCo node in the Catalog.
Right click on the item and choose Properties. This will bring up the Properties
window for this catalog item.

| CatalogFile3.PbcXml*| Start Page - 3
BB Ead -5
| @ #) Catalog [Cument file]
=-C3 Third Party
=-_J GenernlCao
MR t=m: DefauttVendor: DefaultCataloghemNams

Add Catalog Item
Add Catalog Item in Subfolder
Add Source Code Link

Remove

fz=) Properties

13. Type CoreCon Files Helper for ARMV4I in the Comment block in the
Identification section.

14. Type CoreCon Files Helper for ARMV4I in the Description block in the
Identification section.
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15.

16.

17.

18.

19.

20.

21.

Type CoreCon Files Helper for ARMV4I in the Title block in the
Identification section.

Type Item:GeneriCo:CoreCon_ ARMV4I in the Unique Id block in the
Identification section

Type SYSGEN_CORECON_ARMV/4I in the Sysgen Variable block in the
Item section.

Click in the data area for Subproject Links in the Projects section, then click on
the ... button on the right hand side. This will bring up the PbpXml Project
Links dialog.

Click Add

Navigate to the C:\WINCE600\3rdParty\GeneriCo\CoreCon_Armv4i folder
and select CoreCon_Armv4i.pbpxml.

Click OK to close the dialog. The final Properties window should look like the
following:
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Sortic x|
CoreCon Files Helper for ARMVAI Catalog Item -
Supported CPUs
Type General
H General
Help Link.
Sdk Help File Attribute
Sdk Help Files
Size 0
Size Is Scaled True
E Identification
Comment CoreCon Files Helper for ARMVA1
Description CoreCon Files Helper for ARMV41
Title CoreCon Files Helper for ARMVAI
Unigque Id Item:GeneriCo:CoreCon_ARMVAL
EH Item
Additional Variables
Modules
MNotification Himl
MNotification Title
Sysgen Variable SYSGEN_CORECON_ARMVAI
B Location
Choose One Group False
Locations (\GeneriCo,)
B Projects
Subproject Links (_WINCEROOT)\3RDPARTY\GENERICO\CORECON_ARMVAI\CORECON_ARMVALPBPXML
Subproject Links
Zero t?lr mare, Path to . pbpxml files that should be built and induded in the image if this catalog item is selected. May contain environment
variables,

22. Save the Catalog File to C:\WINCE600\3rdParty\GeneriCo\Catalog, with the
name CoreCon_ARMV4L.PbcXml.

23. Switch to the Catalog Items View if it is not already open.

24. Refresh the Catalog Items View by clicking on the refresh button located on the
command bar.
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25.

26.

27.

28.

Catalog Items Yiew

[Z|Fiter ~ [#] | <Search> - 3

I Core 05

1 Device Drivers

[=-{_ Third Parksy
{1 B3P

L‘iJ Selution Explorer | @y Catalog Tkems View Qgclass Wi

Expand the new GeneriCo node under Third Party, and observe the new
CoreCon Files Helper for ARMV4I item.

Select the CoreCon Files Helper for ARMV4I. A green check mark should
appear in the box indicating the item has been added to your OS Design.

Switch to the Solution Explorer view.
Observe that the CoreCon_ARMYV4I subproject has been automatically added to

your design. This OS Design will now include the binaries necessary to support
application debugging with Visual Studio.

Note Do not exclude this subproject from the build. Its purpose is to include files into
the build.
29. Select Build | Advanced Build Commands | Build Current BSP and

Subprojects from the Visual Studio menu. The new OS run-time image will
include the CoreCon helper files.



Lab 8-2: Replace the Standard
Explorer Shell with IESHELL

Objectives

e Understand how to implement a custom shell
Prerequisites

e Completed Lab 2-1

Estimated time to complete this lab: 45 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e CEG6.0

e CE 6.0 2006 Roll up

e CE 6.0 Service Pack 1

e CE 2007 Updates upto month 9th month{QFEs}

e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

¢ A running image from Lab 2-1
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Exercise 1 IESHELL

In this exercise you will clone the IESimple browser application into a new subproject
and call it IESHELL. The IESimple application is a simple container around the IE
browser object. This application is sometimes used as the starting point to write custom
browser based shells.

You will run the application and verify its functionality. You will use this application in
the next exercise as a replacement for the Standard Shell.

» Clone IESIMPLE

1. Using the Solution Explorer, create an empty subproject of type WCE
Application with the name IESHELL.

2. Navigate to C:\WINCE600\PUBLIC\IE\OAK\IESIMPLE and copy all the files
except sources and makefile to your new IESHELL subproject directory at
C:\WINCE600\0OSDesigns\EVMOSDesign\EVMOSDesign\IESHELL.

3. Rename iesimple.rc to ieshell.rc in your new subproject directory.

4. Add the newly copied files by right clicking on the IESHELL subproject and
selecting Add | Existing Item.... Add the files mainwnd.h, resource.h,
ieshell.rc and mainwnd.cpp.

5. Right click on the IESHELL subproject and select Open. The SOURCES file
will open in the Visual Studio editor.

6. Add the following INCLUDES directive to the bottom of the file. Ensure there is
a blank line between the INCLUDES directive and the line above it.

INCLUDES= \
$ (_WINCEROOT) \PUBLIC\IE\SDK\INC; \
$ (_WINCEROOT) \PUBLIC\COMMON\OAK\INC \

7. Add the following libraries immediately after the last library listed in the
TARGETLIBS directive. Ensure there is a blank line after the last entry.

PROJECTROOT) \cesysgen\sdk\1ib\$
PROJECTROOT) \cesysgen\sdk\1ib\$

) ( CPUINDPATH) \wininet.lib \

) (
PROJECTROOT) \cesysgen\sdk\1ib\$ (

) (

) (

CPUINDPATH) \commctrl.lib \
CPUINDPATH) \uuid.lib \
CPUINDPATH) \ole32.1lib \
CPUINDPATH) \oleaut32.1lib \

PROJECTROOT) \cesysgen\sdk\1ib\$

S
S
S
S
$ (_ PROJECTROOT) \cesysgen\sdk\1ib\$

8. Save and close the file.

9. Right click on the IESHELL subproject and select Build.
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» Test IESHELL
10. Attach to the device if not already attached.

11. Launch ieshell.exe using Target | Run Programs from the Visual Studio menu.
The default home page will appear.

Note You may not be able to access the internet using the IESHELL browser
application. There are a number of issues that can limit connectivity. The device
must be configured for Internet access, there must be a virtual network driver
installed on your development system, you must have Internet connectivity
available at your location etc.

12. Press Ctrl + G to bring up an address dialog box. You may type other web
addresses in this dialog to navigate to other sites.

> Terminate IESHELL

13. Select Target | Target Control from the Visual Studio menu to bring up the
Target Control utility.

14. Type gi proc at the Windows CE prompt to determine the ID of the ieshell.exe
process.

15. Terminate the ieshell process using the kp command at the Windows CE prompt.
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Exercise 2 Configure IESHELL as the shell

In this exercise you will configure IESHELL to run as the default shell application
instead of the Standard Shell. We will rebuild the OS run-time image to include this new
component.

Note You should normally remove the Standard Shell from your OS design if you are
going to use a different application as the shell. We are not going to remove the
Standard Shell in this exercise so that we do not have to rebuild the OS design.

» Detach the device
1. Select Target | Detach Device from the Visual Studio menu.

» Configure IESHELL to launch at boot
2. Open the ieshell.reg file in the IESHELL subproject using the Solution Explorer.
3. Add anew key called Init to HKEY_LOCAL_MACHINE.

4. Add a new String Value to the Init key called Launch50 with the value
ieshell.exe.

5. Add anew Binary Value to the Init key called Depend50 with the value 14 00 1e
00.

' TESHELL.reg| Start Page |
3 HKEY_CLASSES_ROOT

Type Data
£3 HKEY_CURRENT_USER oy -
-y HHEE TOCAL MICHINE REG_BINARY 1400 1e 00
L ind REG_SZ ieshell exe

3 HKEY_USERS

Note These registry settings will override existing settings that are provided by the
Standard Shell. They will cause ieshell.exe to be launched automatically during
the boot process. The settings we provide here take precedence because registry
entries from subprojects are processed last during the build.

» Add SignalStarted() to ieshell

6. Open mainwin.cpp from the IESHELL subproject



Lab 8-2 Replace the Standard Explorer Shell with IESHELL 5

7. Add the following code near line 171 to handle the SignalStarted() call. There
should be a PeekMessage statement followed by an “if” logic statement. The code
will need to go between these to points.

int initSignal = wtol(IpCmdLine);

if(initSignal != 0)

SignalStarted(initSignal);
if (FAILED(HandleNewWindow2(_T(""),NULL)))

if(FAILED(HandleNewWindow2(IpCmdLine, NULL)))

{
goto Cleanup;
H
H
else
{
/I EXISTING CODE HERE
{
goto Cleanup;
H
H

8. Select Build | Advanced Build Commands | Build Current BSP and
Subprojects from the Visual Studio menu.

> Test

9. Open the OS run-time image file (NK.BIN) from the flat release directory. The
Run-Time Image viewer will load.

10. Verify that the [HKLM\Init] key contains ieshell.exe and not explorer.exe

._f'.l"-l-l.:.-.l-Jil-'l.; '-main'n'nd.c_p.p | IESHELL.reg | StartP._a_gg i

| < NKbin
=-48 NK

+

3

-3 HKEY_CLASSES_ROOT
|-{Z3 HKEY_CURRENT_USER
HKEY _LOCAL MACHINE

+

Boaot Reqgistry

|+

- BB

gistry

3 Comm

4 ControlPanel
_d Drivers

3 Explorer

1 BdModems
_J HARDWARE
A Idert

- {5 gl

3 BootVars
A Loader
3 mul

MName

5] Defautt

] Depend20
] Depend30
] Depends0
] Depend&0
i Depend38
=| Launch10
=| Launch2
=| Launch3l
=| Launch&l
-E] Launch&d
] Launchgg

Type
REG_SZ
REG_BINARY
REG_BINARY
REG_BINARY
REG_BINARY
REG_BINARY
REG_SZ
REG_S7Z
REG_SZ
REG_SZ
REG_S57
REG_SZ

Data

{value not set)
Oa 00

1400

14 00 1e 00

14 00

1400

shell exe
device dil
gwes.dll

ieshell exe
servicesStart exe
EmulatorStub exe
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11.

Attach to the device. Observe that the default shell is now ieshell and not the
Standard Shell.

Note

We want the Standard Shell for future labs. So we’ll remove ieshell from the OS
design here.

12.

13.

14.

Detach the device

Right click on the IESHELL subproject in the Solution Explorer and select
Remove

Select Build | Advanced Build Commands | Build Current BSP and
Subprojects from the Visual Studio menu.



Lab 8-3: Exporting an SDK

Objectives

e Be able to create an SDK for native code development in Visual Studio 2005
Prerequisites

e Completed Lab 2-1

Estimated time to complete this lab: 15 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
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Exercise 1

In this exercise you will create an SDK based on your OS Design. The SDK can be
installed by application developers using Visual Studio to target applications to your
device.
» Add New SDK

1. Select Project | Add New SDK... from the Visual Studio menu.

2. Click General in the left window.

3. Change SDK Name to myTrainingSDK.

4. Fill in Product Name, Company Name, and Company Website with
appropriate values.

5. Add Major, Minor, and Build numbers.

Note You should increment the build number every time you create a new version of
the SDK. The installer uses this version information to compare different
installations of the SDK

SDK1 Property Pages

General 30K Mame:

Tnstal My TrainingSDK |
License Terms

Readme Product Mame:

CPU Families |M_|,J Product Mame |
Development Languages

Additional Folders Product Wersion:

S Major Minor: Buld: 0000

Cornpany Mame:

|Generico |

Company websgite:

|www.genericn.com |

0k l[ Cancel ][ Apply

6. Select Install in the left window.
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7. Make note of the MSI Folder Path.

8. In the MSI File Name box type myTrainingSDK.msi.

5DK1 Property Pages

General MS1 Folder Path:

Install |E:\W’INEEEDD\.DSDesigns'\SampleDSDesignkEVM_BSED'\SDKs\SDH WS | E]
License Terms

Readme M5 File Mame:

P Families |m_l,- traiming DK rsi |

Development Languages

Additional Folders Lacale:

Ernulation | U5, English v|

I 0k l[ Cancel ][ Apply

9. Select CPU Families in the left window. SDK Property Pages dialog should
appear as follows.
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S5DK1 Property Pages

General The fallowing list shows the configurations of your 05 design that are supparted by
wour SDK. These configurations are grouped by CPU family. To choosze a supported

I|.wstall configuration for a CPU family, select the entry for the CPU Family, and then click Edit,
License Terms

Readme Canfigurations:

CPU Families . g i

Development Languages EP,U Family i,

sdditional Folders SRR A TI_EvM_3530 ARMVA| Releaze

Ermulation

I Ok, H Cancel ” Apply

l

10. Select Development Languages in the left window. Note that if you have added
the NET Compact Framework to your OS Design, you will have the option to
check the Managed development support checkbox.

SDK1 Property Pages

General Select the development languages that wou want wour SO to suppart.
Install

License Terms .

Readme HMative development support

CPU Families

Platform-zpecific macro [optional):
Development Languages |

Additional Folders
Ernulation

iManaged development supnort;

0k l[ Cancel ][ Apply
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11. Select Additional Folders in the left window. This dialog allows you to add
custom folders to your SDK.

5DK1 Property Pages

General You cah choose to include additional directonies in your SDK. The source directan iz a
Install fully-qualified path to a local directony. The target directom iz a path relative to the
. inztallation directon.
License Terms
Readme Include Subfolders Source Folder Target Folder
CPU Families
Development Languages
Additional Faolders
Ernulation
Add...
0k ] [ Cancel ] [ Apply

12. Click OK.

13. The new SDK will appear in the Solution Explorer in the SDKs node.

> Build the new SDK

14. In Solution Explorer under the SDKs folder, right-click myTrainingSDK and
select Build. Once the build is completed, the SDK can be installed from the MSI
file created in the MSI Folder Path.

Show oukput from:  Build Lo e S R =S N |

L

—————— Build started: Project: EVM 3530, Configuration: TI_EVM 2530 _ARMW4TI Release Platform Buil A
Starting Build: call "C:ADOCUME~1%ADMINI~1%LOCALS~1%Tenp! PEYBuildSdks bat" i

'ciiProgram' Files\Microsoft Wisual Studio 53 Common7WIDE="E:“\Program Files\Microsofit Platform Eu
Committing database changes
Committing database changes

Creating 'required' feature
Adding required files

Committing database changes
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Dukput Eud
Shaw autput frorm:  Build = 5 ‘.i:j _:b = =
-- adding E:\WINCE&£000SDesigns)Sanple0SDesion EVHM_3530%8DKs) SDEL\obi\My TrainingSDELLib\ARMTL A

== adding E:\WINCEEOOY\O2Designsh SanplelEfDesignt EVM_3530% SDE=Y SDELobi\My TrainingSDELLib' ARMY4
-- adding E:\WINCE&ODY0S8DesignshSanplel3Designt EWVH 3530%5DEsY 2DELYobi WMy TrainingSDE\M2Hani fes

Cabinet file successfully created: E:\WINCESODY0SDesigmshSanplelSlesigntEVH 35303 5DEsY SDE1Wvobiys

Committing database changes

Exported SDE to: E:WWINCEEOO,OSDesigms', Sample0SDesign’\EVH_3E300 EDEsh EDELVMET \ny trainingSDE. msi

E-\WINCESOOY,05De=siqm=)\Sanple0Shesiqnt EVIL 35300 SDE=" SDELYSDEL . sdkcfy - 0 error(s), 0 warningis)
========== Euild: 1 succesded or up-to-date, 0 failed, 0 skipped ==========

v
2




Lab 9-1: Developing with Managed
Code

Objectives

e Learn to develop and debug managed applications in a separate Visual Studio
2005 instance

Prerequisites

e Completed Lab 2-1
e Completed Lab 8-1

Estimated time to complete this lab: 30 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e Visual Studio 2005 Service Pack 1

e CEG6.0

e CE 6.02006 Roll up

e CE 6.0 Service Pack 1

e CE 2007 Updates upto month 9th month {QFEs}

e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

NET Compact Framework 2.0 Service Pack 1 Patch
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Exercise 1 Create a managed application project

In this exercise you will create a managed application project in a separate instance of
Visual Studio targeting your Windows Embedded CE 6.0 device. You will deploy this
application to the running device and debug it in the next exercise.

» Create a new Managed Project

1.

Start a new instance of Visual Studio (NOT the same instance that contains your
Windows Embedded CE 6.0 OS Design; leave that instance running).

Select File | New Project ... from the Visual Studio menu.
In the New Project window select Visual C# | Smart Device | Windows CE 5.0.
Select the Device Application template.

Name your project HelloWorld, and click OK.

New Project

Project types: Templates: |@'
- Visual C++ visual Studio installed templates
[=)- Other Languages
= Visual C# 7 Device Application @Class Library
Windows 2% Control Library %Cnnsole Application
= Smart Device ;._EEmpty Project
- Pocket PC 2003
- Smartphone 2003 My Templates
" Windows CE 5.0 ==
Database |- Search Online Templates. ..
Starter Kits
Web
- Distributed System Solutions
[#- Other Project Types
- Platform Builder for CE 6.0

A project for creating a .NET Compact Framework 2.0 forms application for Windows CE 5.0 and later

Mame: | Helloworld
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Solution Explorer - HelloWorld X

e Y
'_j Solution 'HelloWorld' (1 project)
ERE Tl Helloworld
=d| Properties
g References
EFDrml.cs
fﬁ Program.cs

3

Note The Windows CE 5.0 option in the Smart Device category applies to both
Windows CE 5.0 and Windows Embedded CE 6.0 development. There is no
difference between the two OS versions with regard to managed code
development in Visual Studio 2005.

> Add controls to the form

6. Double click on Forml1.cs in the HelloWorld project in the Solution Explorer.
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@9 HelloWorld - Microsoft Visual Studio

Fil= Edit View Project Build Debug Target Data  Format  Tools  Window  Community  Help

EIRBEE RN =A™ W= R SREENGCN =l =L b Debug ~ Any CPU - | [ 2

=

1] Iz & S| | F o it [ ol I | offa £ ; Pocket PC 2003 SE Emulatar - E]; ,a , -
5 2w -
Solution Explorer - Solution *Hel... » & X | “Forml.cs [Design]| Start Page | Output - X

57 EEA
(53 soluion Helawork? (1 proect)

= ﬁHelloWorld
=l | Properties
#] assemblyInfo.cs
_:a Resources, resy
| References
= E Faorml.cs
"‘ﬁ Farm1.Designer.cs
#] Program.cs

[

=] mainMenul

Reeady
—_—— :
14 start 02 Microsa,., - B TeraTerm .. | @ Mcrosoft A, | @ cEgOLabs.. | DiLabe1Er., &)0 %@

7. Delete the mainMenul control at the bottom of the design window. Our
application will not have a menu.

8. Right click on the form and select Properties.
9. Change the Text property in the Appearance group to MyManagedApp.

10. Expand the Size property in the Layout group. Change the Width and Height to
240.
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dio

Fil= Edit View Project Build Debug Target Data 'Properties
o T = = i
En RN RAr=A" W= N TEENF - N N C IR R = IForml System, Windows, Forms, Form &
- s os oy | = = AT T r—
A= & S| T ek ulh | 50 a)| o L | oge HE D ol 7’ =i el | A T o
Device: | - 5m Sm = E Appearance -~
Solution Explorer - Solution Hel,., » 3 X orm1l.cs [Design]* BackGalor O contral - X
- = 2 Font: Arial, 10pt A
2 3 4 ForeCalor Il CortrolText =
[ Solution HellowWorld (1 project) FormBorderstyle Fixedsingle
= ,-JE Hello¥orld Text MyManagedApp. L
= | Properties IE Behavior 3
] Assemblylnfo.cs Autovalidate EnablePreventFocusChange
; g (553 Resources.resx ContextManu {nonel
B [ References Enabled True
@‘z’rr;l.csl s ToolBar {none)
] Form1.Designer.cs O Data L4
“[‘E] Formi.resx Ciat B
. ] Program.cs (DataBindings)
Tag
El Design
{Mame) Forml y
FarmFactor webPad g
Language (Default)
Localizable False
Locked False
Skin False v
Height
]

@ CE6.0Labs...

oY Labo-1_EY..,

%0 Y@ si4pm

11. Close the Properties window.
12. If the Toolbox is not visible, select View | Toolbox from the Visual Studio menu.

13. Drag a button from the Toolbox onto the center of the form. Size the button to
whatever dimensions you wish.

14. Right click on the button and select Properties.
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@9 HelloWorld - Microsoft Visual Studio

Fil= Edit View Project Build Debug Target Data  Format  Tools  Window  Community  Help

[EYRACH R = N =R - E b Debug - Any CPU - | & -
O |2 & 3| ook ok |52 5] B | oe & Pocket PC 2003 SE Emulator ST
5 2w -
Solukion Explorer - Solution ‘Hel... » & X | Form1l.cs [Design]® | Start Page | Qutput + X | Toolbox - 0 X
£ E = 5’4 # || = All Device Controls ~
'_; Solution 'HellowWorld' {1 project) | E Prointer
= E HelloWorld || [ Qe . 221 BindingSource
= & F:opertles - ' [5] view Code Buttan
E AssemblyInfo.cs CheckBox
+ Resources resx 4 — L
|+d] References @ ComboBia
= =] Forml.cs . FE| CantextMenu
%g] Form1.Designer .cs s 2 DataGrid
'#] Forml.resx 7 DateTimePicke
) Program.cs B Lock Contrals ateTimeRicker
= ' ) ) [3 DomainUpDown
Select 'Forml
€% Hscrollgar
LI (=M ImageList
53 Copy z2 InputPanel
e A Label
¥ Delete A LinkLabel
=5 ListE
|ﬂ Properties I
5o Listview
= MainMenu
) MessageQueus
< g MonthCalendar 2
1=+ -
Ready T 7zxz0
—_ -
1y Start 99 2 Microso... -

| w cEfoLabs.. | O Labe-lEv..

®)0 3@ siusem
15. Change the Text property in the Appearance group to Click Me!

16. Close the Properties window.

MyManagedApp

X

Click Me!

17. Double click the button you just added. The Forml.cs file will open in the editor
with the cursor in the button1_Click () function.
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@9 HelloWorld - Microsoft Visual Studio
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18. Add the following code snippet to the click handler.
MessageBox.Show ("Hello World!");

19. Right click the HelloWorld project in the Solution Explorer and select Build.
Your managed application is complete.
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Exercise 2 Deploy to device

In this exercise you will deploy your application to the device and debug it. The OS run-
time image running on the device already contains the helper files necessary to support
communication between the device and Visual Studio thanks to the helper component we
added in a previous lab.

> Determine device IP address

1. In the CE6 instance of Visual Studio, Attach to the device if not currently
attached.
2. Open the Target Control utility by pressing Alt+1 in the Platform Builder
session of Visual Studio.
3. At the Windows CE prompt, type s ipconfig /d. Note the device IP address.
Note The ipconfig utility was included in our OS Design as a part of the networking

utilities. The /d option causes the output of the command to be displayed in the
debug Output window where we can easily retrieve it.

» Configure managed application development environment for deployment

4.

5.

In the Visual Studio instance containing your managed application, select Tools |
Options from the menu.

In the Options window, expand the Device Tools node and select Devices.
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Options

Import and Export Settings & Show devices Far platFarm:
International Settings
Kevboard
Startup Devices:
Task Lisk
Web Browser
Projects and Solutions
Source Control
Texk Editar Delete
Database Tools

Debugging

Device Tools

Windows CE 5.0 v|

Windows CE 5.0 Device

Save As...,

Rename...

[ B -

General

Farm Factars
HTML Desigrer Default device:

Platform Builder For CE Pocket PC 2003 SE Emulakor v |
Windows Forms Designer

[ B [

(=]

l ()4 ] [ Cancel

6. In the Show device for platform: drop down box select Windows CE 5.0.
7. Click on Windows CE 5.0 Device and select Properties.

8. Click the Configure button beside the Transport drop down box. We are going
to configure the TCP Connect Transport.

9. Select the Use specific IP address button, and type in the IP address of the target
device.

Configure TCPSIP Transport

[ Use fixed port number: I:I

Device IP address

(") Obtain an IP address automatically using ActiveSync

(%) Use specific IP address:

|192.168.1.118 v|

Ok |[ Cancel ]

10. Click OK through all of the dialogs.
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> Prepare the target device
11. At the Windows CE prompt in the Target Control utility, type s ConmanClient2.

12. Then, type s cmaccept. You now have 3 minutes to establish a connection with
your managed application.

Note These two utilities were included in the CoreCon File Helper that we previously
added to this OS Design.

» Deploy the managed application

13. Set a breakpoint in your application on the call to MessageBox.Show(''Hello
World!"); in the buttonl Click() function in Form.cs.

14. Select Debug | Start Debugging from the Visual Studio menu.

15. Select Windows CE 5.0 Device from the list of devices in the Deploy
HelloWorld box and click Deploy. Visual Studio will deploy several cab files to
the device in addition to your application. Your application will run on the target
device.

16. Click on the Click Me! button in your application, and you will hit the breakpoint
you just set. You are now debugging your managed application!



Lab 9-2: Integrating a Managed
Application

Objectives
e Learn how to integrate a managed application into the BSP
Prerequisites

e Completed Lab 2-1
e Completed Lab 8-1
e Completed Lab 9-1

Estimated time to complete this lab: 20 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
e Visual Studio 2005 Service Pack 1

e CEG6.0

e CE 6.02006 Roll up

e CE 6.0 Service Pack 1

e CE 2007 Updates upto month 9th month{QFEs}

e CER2

e CE 2007 Updates 11th and 12th month {QFES}

e CE 2008 Updates

NET Compact Framework 2.0 Service Pack 1 Patch
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Exercise 1 Integrating a managed application

In this exercise you will integrate your managed application directly into the OS run-time
image by including it into the BSP instead of deploying it from Visual Studio.

> Build a Release version of your application

1. Select Build | Configuration Manager from the Visual Studio menu in the
Visual Studio instance that is building your managed HelloWorld project.

2. Select Release from the Active solution configuration drop down box, and click
Close.

3. Select Build | Build Solution from the Visual Studio menu to build the Release
version of your application.

4. Note the output directory for the executable. By default, it will be in your My
Documents folder in the Visual Studio 2005\Projects\HelloWorld\bin\Release
subfolder.

Note The project directory for Visual Studio is configurable using the Options dialog

available from the Tools | Options menu in Visual Studio.

> Add the managed application to your BSP

5. Copy the HelloWorld.exe application from the Visual Studio output directory to
the FILES directory of the EVMBSP located at
C:\WINCE600\PLATFORM\EVMBSP\FILES.

Note Everything in the FILES directory automatically gets copied to the flat release
directory during the Build Release Directory phase.

6. Open platform.bib from the Parameter Files node of the EVMBSP using the
Solution Explorer.

7. Add the following line to the bottom of platform.bib in the FILES section:

HelloWorld.exe $( FLATRELEASEDIR)\HelloWorld.exe NK
Note Managed applications must be included in the FILES section of a .bib file. Do

not place a managed application in the MODULES section.
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» Add the .NET Compact Framework 2.0 to the OS Design

Note

We previously only included the OS dependencies for the NET Compact
Framework 2.0 in our OS Design; we did not include the framework itself. We
allowed Visual Studio to deploy the framework to our device during the managed
code development process. Now we want the framework on the device so that we
can run managed applications without the support of Visual Studio.

8. Detach the device. We are going to be rebuilding the OS run-time image.
9. Locate the NET Compact Framework 2.0 catalog item in the Catalog Items
View under Core OS | CEBASE | Applications and Services Development |
NET Compact Framework 2.0.
10. Add the .NET Compact Framework 2.0 catalog item to your OS Design.
Note There are two versions of the .NET Compact Framework 2.0. Be sure to select

the one that does NOT have the — Headless modifier in the name.

> Rebuild the OS Design

11. Select Build | Rebuild EVMOSDesign from the Visual Studio menu. This will
clean our existing design (both Debug and Release) and rebuild the currently
selected Release configuration.

Note This will take several minutes to complete, depending on the capabilities of your

development workstation.

» Test the managed application

12.

13.

14.

Attach the device.
Navigate to the \Windows directory on the device.

Double click on HelloWorld.

Your managed application will load and run. You have successfully integrated your
managed application into your OS run-time image.



Lab 10-1: Using the CETK

Objectives

¢ Run automated tests using the Windows Embedded CE Test Kit (CETK)
e Modify the default behavior of the standard tests

Prerequisites
e Completed Lab 2-1

Estimated time to complete this lab: 30 minutes

Lab Setup

To complete this lab, you must have:

e A development workstation running Windows XP

e Visual Studio 2005 (Version 8) with Platform Builder plug-in
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Exercise 1 Run a simple CETK test

In this exercise you will learn how to launch the Windows Embedded CE Test Kit. You
will run selected tests and observe the results.

> Launch the Windows Embedded CE Test Kit

1. Ensure that the EVM is attached.

2. Copy the file ktux.dll from the C:\Program Files\Microsoft Platform
Builder\6.00\cepb\wcetk\ddtk\armv4i folder on your workstation to
the \windows directory on your device.

3. Using the Start Menu on your workstation, select Start | All Programs |
Windows Embedded CE 6.0 | Windows Embedded CE 6.0 Test Kit. The
Windows Embedded CE Test Kit (CETK) window will appear.

Note The CETK is not available from within the Visual Studio 2005 development
environment.

4. Select Connection | Start Client... from the CETK menu. The Device

Connection dialog will appear.
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Device Connection

Flatform M anager

Click Connect to uge Platform b anager to automatically download and
start the clientzide program.

L Eu:unneu:t... |

[ Use windows Sockets for the client/server communication,

Click Settings to configure Windows Embedded CE Platform Manager.

Settings..

Manual connection

Click Manual Connection Info to learn how to manually start the clientside
program without uging Platform Manager.

Fanual Connection Info...

Cloze ] [ Help
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-6 Windows Embedded CE Test Kit
Server  Connection  Wiew Tests s
----- {E Windows Embedded CE Te Device Connection

Flatfarm Manager

Click Cameaciia
EEly Select a

Windows CE Device

= @ Windows CE Default Platform
&) Default Device
[Ju
Clictk .
 anual
Clictk, tside
progral

14 Start M 3 win.., - %2 Micr.., 0 Lab 10-.,

5. Click on Connect.... The Select a Windows CE Device dialog will appear.

6. Click OK to accept the Default Device connection. The CETK server on the
development workstation will download client software to the device and connect
to it.
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-6 Windows Embedded CE Test Kit
Server  Connection  Wiew Tests s
----- {E Windows Embedded CE Te Device Connection

Flatfarm Manager

Click Connect to use Platform Manager to automatically download and
start the clientzide program.

Connecting to device

Device Mame:
|EVM_3530

E stablizhing platform manager connection to device

Cancel

‘9 Start 3 Win., v | T2 M., W TeraT., | @ Microso... | Y Lab10-...

Note The CETK supports multiple connection methods. This allows the test suite to be
used in a variety of scenarios. We are using the same connection that we have
been using with the Remote Tools. This connection configuration relies on the
KITL transport.
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> Run selected tests

& Windows Embedded CE Test Kit

Servet Connection  Wiew Tests Help

[ENCRvindows Embedded CE Test Kit Server ~
=[5y WindowsCE {(ARMY4I) 1
=8 ] Windows Embedded CE Test Catalog
21 Audio
(23 Audio Quality Test
(¥ Blustooth
(L1 Camera
(23 Celular
(21 Display
[ Ethernet
(L0 Filesys
[ IR Port
(L1 kevboard
(7 Modem
¥ Mouse
(23 Mulkimedia
)
[Z3 ©aL Cache Tests
(23 OAL Interrrupt Tests
(23 0AL Toct Tests
(20 OAL Kitl Tests
[Z3 OAL Timer Tests
(L0 Cther Tests
[ Paralel Port
[ PC Card
[Z Performance Tests
[ Printsr |
(21 Serial Port
(v Smart Card
(0¥ Storage Devics
(23 Touch Panel

£

—
:4 Start S 2Mcro,, v fm3wind.. - B TeraTer.. | & Microsof... [Eg window,., | O Lab10-1... ’(_’_wl@ £:23 PM

7. Expand the WindowsCE (ARMV4I) node.
8. Expand the Windows Embedded CE Test Catalog node to show the test groups.

9. Right click on Windows Embedded CE Test Catalog and choose Deselect All
Tests.

e Windows Embedded CE Test Kit M=13

Server Connection View Tests Help

= & windows Embedded CE Test Kit Server
= [ WindowsCE (ARMVAT)
o & W

[[% Audo | Collapse
D—. Bluet:notf Expand All ]
-0 Camera | Test suites v
' & CF"L"IE‘r Select all Tests
N gl Desclect Al Tests |
-7 Ethernet ) =
-2 Filesys
-3 IR Port L
D Keyboard
D" Modem
[:I Mause
[:l Multimedia

-[F0 MLED

-[Z7] OAL Cache Tests

(T3 OAL Interrrupt Tests

-2 OAL Toct Tests

[¥

Start Tests =

3

Deselects all tests under this test kit




Lab 10-1 Using the CETK 7

Note By default, the CETK will select the all the tests it determines are appropriate for
the device. We wish to run only a subset of the tests, so it is easier to select them

individually.

(L Performance Tests

(2 Prinker

[T Serial Port

[C9" Smart Card

[0 Storage Device

(0¥ Touch Panel
{ﬁ% Tauc

[0 USE Port

[ vaIp
[l i WOAT =T}

m-E-E-E-E-E

h Panel Tesk

WindowsCE (ARMY4I)

10. Expand the Touch Panel node and select Touch Panel Test.

s g v rmu e

(27 DAL Timer Tests

=-[23 Other Tests

i Audio CD Driver Test

[y CO/OVD-ROM Block Driver Test
iy CD/DVD-ROM File System Driver Test
iy Credential Manager Test

iy Imaging Codec Test

iy Kernel BYT Tests

i Kernel Scheduler Test

iy Local Authentication Plugin Test
iy Motification Test

{fty Partition Driver Test

iy NTP and RTC Drift Test

- [ Parallel Port
B-[Z3 PC Card

.77 Parfrrmance Teots

R

WindowsCE (ARMY4I)

11. Expand the Other Tests node and select Battery API Test. Note that the list is

not in alphabetical order.
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& Windows Embedded CE Test Kit

Server  Connection  Wiew BIESEN Help

= & wWindows Embedd:  User defined...

—
= @éj @ E] Windns Suite Editor, ..

[:l audio Expork Tesk Suite, ..
[:l audio O Impoatt Test Suite, ..
¥ Bluetoott
g E::Elsarra Yiew resulks 1
(27 Display
[ Ethernet
(L7 Filesys
[ IR Port
[ keyboard
[ Modem
[:I Mouse
[ Multimedia
[ MLED
([ oaL Cache Tests
[:l OAL Inkerrrupk Tests

|

SkartfStop bests WindaowsCE {ARMY4T)

E-E-B-E-B-E-E-B-E-E-E-E-B-E-E-E

114

Skarts or stops the kests,

12. Select Tests | Start/Stop Tests | WindowsCE (ARMV4I) from the CETK menu.
The CETK will indicate which test is currently running.

Note Some tests are fully automatic, others require user interaction.

13. Follow the instructions on the EVM screen to complete the tests that require user
input.

14. Switch to Visual Studio and view the testing progress in the Output window. You
will see details of what the test is doing in addition to the results. These same
results will be available from within the CETK once the tests are complete.

Show output From:  Windows CE Debug ikl Ll S | S =

186538 PID:411000a TID:412000a **+* -
1865986 PID:-411000a TID:412Z000a *** Test Name: Pen Up / Dowm Test W
126598 PID:411000a TID:412000a *** Test ID: 201Z

1865986 PID:411000a TID:41Z2000a *** Library Path: touchtest

1865988 PID:411000a TID:41Z000a *** Command Line:

1865986 PID:411000a TIR:41Z2000a *** Hernel Mode: Tes

1865988 PID:411000a TID:41Z000a *** Pandonm Seed: 12862

1865386 PID:-411000a TID:41Z000a *** Thread Count: u]

1865986 PID:411000a TID:412000a ***
1365386 PID:40000Z TID:487000a EEGIN TEST: "Pen Up f Dowm Test", Threa

1865986 PID:-400002 TID:z8d40l:ze Calling TouchPanelZetMode{ TPSM_PRIO!

13210%0 PID:40000Z TID:Z3d0lZe Calling TouchPanelZecMode( TPEM PRIO!

1891135 PID:-400002 TID:457000a ENI» TEST: "Pen Up f Down Test", FAILED,

1231135 PID:411000a TID:<4lZ000g ®HFF A0 R mm i di doh b b S S b o e e e B 1

1891135 PID:411000a TID:412000a *** TEST COMPLETED W

12311325 PID:411000a TID:<41z2000a *** e
3 | >

=] Oukput _‘a Error List
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> View results

15. Once the tests are complete switch back to the Windows Embedded CE Test Kit
window.

16. Select Tests | View Results | WindowsCE (ARMV4I) | View All Results from
the CETK menu. The CETKParser window will appear.

8 Windows Embedded CE Test Kit - CETKParser,
File Edit View Help

= & %

Filename | Resulk | Device | TestDll | Encrypted | Type | Size | Date | Tirme:
WEaktery AFT Testion  Passed  WindowsCE. (ARMVALT  ibakapitest.dl Mo R T T I T
Touch_Panel_Test.log Passed WindowsCE_{(ARMW4I)  touchtest Mo Tux 18853 2/9/2009 12:5:45

Test Case | Result | Test Mame
Summary  Passed  (--- Show the Summary of the Owverall Test Suite ---)

1001 Passed  GetSystemPowerStatusExz
1002 Passed  BatteryDrvrGetlevels
1003 Passed  BatteryDrvrSupportsChangeMotification
1004 Passed BatteryGetLifeTimeInfa
Calling BatteryGetLifeTimeInfo(x, x, HULL) ~

END TEST: "BatteryGetLifeTimeInfo", PASSED, Time=8.004

*%% TEST COMPLETED

**% Test Name: BatteryGetLifeTimeInfo
=xx Test ID: 1884

=%% | ibrary Path: \batapitest.dll

*x* Command Line:

*%* Kernel Mode: Ho
*x%x Result: Passed
*x* Random Seed: 8462
*%* Thread Count: 1

=xx Execution Time: 8:00:00.004

Ready

17. Click on the Battery_API_Test.log in the top pane. The middle pane will show
each of the subtests along with their status.

18. Click on the last subtest, BatteryGetLifeTimelnfo in the middle pane. The
bottom pane will show the detailed test log for that particular subtest.

19. Close the CETKParser window.
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Exercise 2 Modify the command line for CETK tests

In this exercise you will modify the command line of individual tests. Each test typically
has a number of configurable parameters that can be changed from within the CETK
window. These parameters can be used to target the testing to a particular problem area,
speeding up the overall development cycle. The CETK test harness itself also has
configurable parameters.

» Configure Graphics Device Interface Test

1. Right click on the Graphics Device Interface Test in the Display node and
select Test Information. The documentation for this specific test will load in the
Microsoft Document Explorer. The documentation indicates what parameters are
available for this specific test.

Note There are typically several pages in the documentation for each test. You may
have to change to a different page to see the command line parameters.

2. Right click on the Graphics Device Interface Test in the Display node and
select Edit Command Line...

3. Add the following command line parameters to the end of the existing command
line:

-x 301 -c"/Width 240 /Height 240"

Graphicz Device Interface Test

Cormand line:

4 -0 -d gdiapi -= 301 -2 Awfidth 240 Height 2407 |

T arget device: "WindowsCE [ARMMWA)
Apply command line:

(%) Temporarily, to thiz target device.

() Permanently, to all devices.

[ k. H Cancel ][ Help
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Note The —x parameter tells the test harness to run only subtest number 301.

The —¢ parameter tells the test harness to pass everything in quotes to the actual
test dll, in this case gdiapi. The parameters within quotes are interpreted by the
individual test and are not consistent among tests.

4. Click OK to temporarily change the command line.

5. Right click on the Graphics Device Interface Test and select Quick Start. This
individual test will run, and no others. This is a convenient way to run targeted
tests.

Note For a lab that covers writing custom CETK tests, go to www.microsoft.com and
search for Advanced Automated Test Development with TUX.




